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# Класифікація системних програм

Системное программное обеспечение (System Software) - совокупность программ и программных комплексов для обеспечения работы компьютера и сетей ЭВМ.

СПО управляет ресурсами компьютерной системы и позволяет пользователям программировать в более выразительных языках, чем машинных язык компьютера. Состав СПО мало зависит от характера решаемых задач пользователя.

Системное программное обеспечение предназначено для:

* создания операционной среды функционирования других программ (другими словами, для организации выполнения программ);
* автоматизации разработки (создания) новых программ;
* обеспечения надежной и эффективной работы самого компьютера и вычисл-ой сети;
* проведения диагностики и профилактики аппаратуры компьютера и вычислительных сетей;
* выполнения вспомогательных технологических процессов

**Классификация:**

2 вида классификаций:

* *сист. управляющие* (организуют корректное функционирование всех устройств системы, отвечают за автоматизацию процессов системы)
* *сист.обрабатывающие* *программы*. (выполняются как специальные прикладные задачи, или приложения)
* *Базовое ПО* (base software минимальный набор программных средств, обеспечивающих работу компьютера. Относятся операционные системы и драйверы в составе ОС;  интерфейсные оболочки для взаимодействия пользователя с ОС (операционные оболочки) и программные среды; системы управления файлами)
* *Сервисное* ПО (расширяют возможности базового ПО и организуют более удобную среду работы пользователя: утилиты (архивирование, диагностика, обслуживание дисков); антивирусное ПО; система программирования (редактор;·транслятор с соответствующего языка; компоновщик (редактор связей); отладчик; библиотеки подпрограмм).

# Системні обробляючі програми

Сист. обраб. пр. выполняются под управлением управляющей системы. Это значит, что она в полном объеме может пользоваться услугами управляющей программы и не может самостоятельно выполнять системные функции. Так, обрабатывающая программа не может самостоятельно осуществлять собственный В-В. Операции В-В обрабатывающая программа реализует с помощью запросов к управляющей программе, которая и выполняет непосредственно ввод и вывод данных.

Сист. обраб. пр. относятся программы, входящие в состав ОС: редактор текста, ассемблеры, трансляторы, редакторы связей, отладчик, библиотеки подпрограмм, загрузчик, программы обслуживания и ряд других.

# Системні управляючі програми

Управляющая программа – системная программа, реализующая набор функций управления, который включает в себя управление ресурсами и взаимодействие с внешней средой СОИ, восстановление работы системы после проявления неисправностей в технических средствах.

Основные системные функции управляющих программ - управление вычислительными процессами и вычислительными комплексами; работа с внутренними данными ОС.

Как правило, они находятся в основной памяти. Это резидентные программы, составляющие ядро ОС. Управляющие программы, которые загружаются в память непосредственно перед выполнением, называю транзитными (transitive).

При розв’язанні задач повинні бути виділені ресурси оперативної або віртуальної пам’яті, в яку завантажується задача

При наявності функцій В/В ОС повинна забезпечити монопольне або розділене між декотрими задачами, підключення ресурсів В/В.

Вхідні файли можуть розділятись та використовуватись сумісно декількома процесами, а вихідні файли виділяються для задачі монопольно.

Після того, як задача одержала деякі ресурси, їй необхідно надавати ресурси ЦПУ та процесора обміну даними (за необх.)

Ці ресурси надається планувальниками, для яких визначають стратегію планування і порядок обробки наявних запитів.

Супервізори – програми, що управляють вибором чергової активної задачі. Переключення активних задач виконуються через використання апаратних переривань або за готовністю зовнішніх пристроїв, або за таймером.

# ???Структура системних програм

Обычно как для системной управляющей, так и для системной обрабатывающей программ входные данные подаются в виде директив. Для операционной системы это командная строка, а для системы обработки это программа на входном языке программирования для компил. и интерпрет., и программа в машинных кодах для компановщика и загрузщика.

Через це звичайно системна програма виконується у декілька етапів , які у найбільш загальному випадку включають: ЛА, СА, Сем.обробка, оптиміз (в компіл.), ген. кодів

В системных программах используются таблицы имен и констант, которые предназначены для СА и Сем. О. . Структурно таблицы обычно организуются как массивы и ссылочные структуры. Структуры данных табличного типа широко используются в системных программах, так как обеспечивает простое и быстрое обращение к данным. Таблицы состоят из элементов, каждый из которых представляется несколькими полями. Так при трансляции программы создаются, например, таблицы, содержащие элементы в виде: Ключ (переменная /метка) и характеристики: сегмент(данных / кода), смещение (ХХХХ), тип (байт, слово или двойное слово / близкий или дальний).

# Типові об'єкти системних програм

Більшість видів аналізу системних оброблюючих програм базується на використанні таблиць та правил обробки.

Різниця таблиць системних оброблюючих програм від таблиць реляційних баз даних полягає в тому, що для зберігання таблиць баз даних використовується носії інформації, а для системних оброблюючих програм – пам’ять. В процесі виконання частина бази даних переноситься до оперативної памяті, а частина системної обробляючої програми, якщо їй не вистачає памяті, зберігається на накопичувач. Таблиці в системних оброблюючих програмах використовують, щоб повертати дані, значення полів як аргументи пошуку. Для генерації кодів, до наступного виконання, використовують таблиці відповідності внутрішнього подання.

# Способи організації таблиць та індексів

Индексы создаются в таблицах с помощью ссылки в древовидную структуру. Для построения индексов м.б. использованы разные структуры с ссылками – списки, где пред. эл. связан с последующим через ссылку. Используются динамические структуры, в которых с созданием нового эл, формируются ссылки с пред. строк на след. Таким образом, создаются списки или деревья элементов, или древоподобные индексы (исп. В БД для повышения скорости поиска) – индексы двоичных и В-деревьев.

Таблицы – сложные структуры данных, с помощью которых можно значительно увеличить эффективность программы. Их основное назначение состоит в поиске информации о зарегистрированном объекте по заданному аргументу поиска. Результатом поиска обычно является элемент таблицы, ключ которого совпадает с аргументом поиска в таблице. Есть несколько способов организации таблиц, для этого используют директивы определения элементов таблиц: struc и record. **Директива struc** предназначена для определения структурированных блоков данных. Структура представляется последовательностью полей. Поле структуры – последовательность данных стандартных ассемблерных типов, которые несут информацию об одном элементе структуры. Определение структуры задает шаблон структуры:

имя\_структуры struc

последовательность директив DB,DW,DD,DQ,DT

имя\_структуры ends

шаблон структуры представляет собой только прототип или предварительную спецификацию элемента таблицы. Для статического резервирования памяти и инициализации значений используется оператор вызова структуры:

имя\_переменной имя\_структуры <спецификация\_инициализации>

переменная ассоциируется с началом структуры и используется с именами полей для обращения к различным полям в структуре:

student iv\_groups <’timofey’,19,5>

mov ax,student.age ; ax => 19

с помощью коэффициента кратности с ключевым словом dup можно резервировать статическое количество памяти. Директива record предназначена для определения двоичного набора в байте или слове. Ее применение аналогично директиве struc в том отношении, что директива record только формирует шаблон, а инициализация или резервирование памяти выполняется с помощью оператора вызова записи:

имя\_записи record имя\_поля : длина поля [= начальное значение],...

длина поля задается в битах, сумма длин полей не должна превышать 16, например:

iv\_groups record number:5=3,age:5=19,add:6

оператор вызова записи выглядит следующим образом:

имя\_переменной имя\_записи <значение полей записи>

к полям записи применимы следующие операции:

width поля – длина поля, mask поля – значение байта или слова, определяемого переменной, в которой установлены в 1 биты данного поля, а остальные равны нулю. Для получения в регистре al значения поля необходимо сделать следующее:

mov al, student

and al, mask age

mov cl, age

shr al,cl ; выравнивание поля age вправо существует несколько методов поиска в таблицах – линейный, двоичный и прямой (хэш-поиска). смотри ниже.

# Організація таблиць як масивів записів

Простейший способ построения информационной базы состоит в определении структуры отдельных элементов, которые встраиваются в структуру таблицы. Как уже отмечалось, аргументом поиска в общем случае можно использовать несколько полей. Каждый элемент обычно сохраняет несколько (*m*) характеристик и занимает в памяти последовательность адресованных байтов. Если элемент занимает *k* байтов и надо сохранять *N* элементов, то необходимо иметь хотя бы *kN* байтов памяти.

Все элементы разместить в *k* последовательных байтах и построить таблицу с *N* элементов в виде массива. Пример такой таблицы приведен ниже, где элементы задаются структурой struct в языке С, записями record в языке Pascal, длиной *k* байтов, определяемой суммой размеров ключевой и функциональной части элемента таблицы.

**struct** keyStr // ключевая часть записи

{**char**\* str; // ключевые поля

**int** nMod;};// (уточняется по варианту)

**struct** fStr;// функциональная часть записи

{**long double** \_f;};//f-поле

**struct** recrd // структура строки таблицы

{**struct** keyStr key;// экземпляр структуры ключа

**struct** fStr func;// экземпляр функциональной части

**char** \_del;}; // признак удаления

# Організація таблиць у вигляді структур з покажчиків

Реализация, в которой для хранения N элементов по *k* байт использует *kN* байт памяти часто бывает избыточной. В больших таблицах данные часто повторяются, что наталкивает на мысль вынесения повторяемых данных в отдельные таблицы и организации некоторого механизма связывания этих таблиц. Такой подход используется при построении баз данных и получил название нормализации. Но каким же образом происходит связывание двух или нескольких таблиц? Итак, мы вынесли некоторые повторяемые элементы из основной таблицы во вспомогательную. Теперь на их место введем дополнительное поле (естественно, оно должно быть меньше замещенных данных). Оно будет указывать на вынесенный элемент вспомогательной таблицы. Данное поле удобно представлять в виде указателя или некоторого уникального идентификатора.

Частным случаем такой структуры может быть древовидная структура. Вместо того, чтобы полностью хранить данные связанных «листочков» дерева, необходимо использовать указатели на эти элементы. Это не только значительно упрощает реализацию такой структуры, но и позволяет сэкономить память.

**struct** lxNode //узел дерева, САГ или УСГ

{**int** ndOp; //код операции или типа лексемы

**unsigned** stkLength; // номер модуля для терминалов

**struct** lxNode\* prvNd, \*pstNd; // связи с подчиненными

**int** dataType; // код типа возвращаемых данных

**unsigned** resLength; //длина результата

**int** x, y, f; //координаты размещения в входном файле

**struct** lxNode\*prnNd; //связь с родительским узлом

}; //пример взят с вопроса #21

# 

# Організація пошуку

В большинстве системных программ главной целью поиска является определение характеристик, связанных с символическими обозначениями элементов входного языка (ключевых слов, имен, идентификаторов, разделителей, констант и т.п.). Эти элементы рассматр-ся как аргументы поиска или ассоциативные признаки информации обозначений.

Поиски в таблицах: линейный, упорядоч. таблицы по ключам/индексам, индексы двоичных и В-деревьев, поиск по прямому адресу, хэш-поиск).

*Линейный* поиск можно выполнять как в упорядоченных так и в неупорядочен­ных таблицах. Метод заключается в последовательном сравнении ключа искомого элемента с ключами элементов таблицы до совпадения или до достижения конца таблицы. При работе с упорядоченной таблицей факт отсутствия элемента может быть установлен без просмотра всей таблицы.

При больших объемах таблиц (более 50 элементов) эффективнее использовать *двоичный* поиск, при котором определяется адрес среднего элемента таблицы, с ключевой частью которого сравнивается ключ искомого элемента. При совпадении ключей поиск удачный, а при несовпадении из дальнейшего поиска исключается та половина элементов, в которой искомый элемент находиться не может. Такая процедура повторяется, пока длина оставшейся части таблицы не станет равной 0.

Самым быстрым методом поиска в больших таблицах является *прямой*, основанный на обращении к элементу c ключевой частью Кi по прямому вычисленному адресу - хеш-адресу (hash - крошить). Прямой поиск выполняется в хеш-таблице с начальным адресом Ан, в которой каждый элемент находится по хеш-адресу = Ан+ H(Кi), где хеш-функция Н(Кi) - это такая алгоритмическая функция, которая должна давать неповторяющиеся значения для разных элементов таблицы и как можно плотнее размещать элементы в памяти. Хеш-функция определяет метод хеширования

# Лінійний пошук

Линейный поиск можно выполнять как в упорядоченных так и в неупорядочен­ных таблицах. Метод заключается в последовательном сравнении ключа искомого элемента с ключами элементов таблицы до совпадения или до достижения конца таблицы. При работе с упорядоченной таблицей факт отсутствия элемента может быть установлен без просмотра всей таблицы.

**Алгоритм** линейного поиска в неупорядоченной таблице:

1. Установка индекса первого элемента таблицы.
2. Сравнение ключа искомого элемента с ключом элемента таблицы.
3. Если ключи равны,перейти на обработку ситуации "поиск удачный",иначе на 4.
4. Инкремент индекса элемента таблицы.
5. Проверка конца таблицы.

Если исчерпаны все элементы таблицы, перейти к обработке ситуации "поиск неудачный", иначе на блок 2.

// порівняння за відношенням порядку (neq = not\_equal)

int neqKey(struct recrd\* el, struct keyStr kArg) {

return (strcmp(el->key.str, kArg.str)

|| el->key.nMod != kArg.nMod);

}

// вибірка за лінійним пошуком

struct recrd\* selLin(struct keyStr kArg, struct recrd\* tb, int ln) {

int i;

int pos = 0;

struct recrd\* temp = (struct recrd\*)malloc(100\*sizeof(\*tb));

struct recrd\* res = NULL;

for (i = 0; i < ln; i++)

if (!neqKey(&tb[i], kArg)) {

temp[pos] = tb[i];

pos++;

}

res = (struct recrd\*) malloc((pos+1)\*sizeof(\*tb));

for(i = 0; i < pos; i++) {

res[i] = temp[i];

}

free(temp);

res[pos] = emptyElm;

res[pos].key.str = NULL;

return res; }

# Двійковий пошук

При больших объемах таблиц (более 50 элементов) эффективнее использовать двоичный поиск, при котором определяется адрес среднего элемента таблицы, с ключевой частью которого сравнивается ключ искомого элемента. При совпадении ключей поиск удачный, а при несовпадении из дальнейшего поиска исключается та половина элементов, в которой искомый элемент находиться не может. Такая процедура повторяется, пока длина оставшейся части таблицы не станет равной 0.

**алгоритм:**

1. Загрузка нач. (Ан) и кон. (Ак) адресов таблицы
2. Определение адреса ср. элемента таблицы (Аср)
3. Сравнение искомого ключа с ключевой частью ср. элемента таблицы
4. При равенстве ключей поиск удачный. Если искомый ключ меньше ключа среднего элемента, то Ак=Аср, переход на 5. Если искомый ключ больше ключа среднего элемента, то Ан=Аср+длина элемента, переход на 5
5. Сравнение Ан и Ак. Если Ан=Ак, поиск неудачный, иначе переход на 2

При определении адреса среднего элемента следует выполнить следующие действия:

* вычислить длину таблицы Ак-Ан
* определить число элементов таблицы (Ак-Ан)/Lэ, где Lэ- длина элемента
* определить длину половины таблицы ((Ак-Ан) /Lэ)/2\*Lэ
* определить адрес среднего элемента таблицы Аср= Ан + ((Ак-Ан)/Lэ)/2\*Lэ

// сортування для двійкового пошуку

struct recrd\* srtBin(struct recrd\*tb, int ln){

int n, n1;

struct recrd el;

for(n = 0; n < ln; n++)

for(n1 = n+1; n1 < ln; n1++)

 if(cmpKey(&tb[n],tb[n1].key) > 0){

el = tb[n];

tb[n] = tb[n1];

tb[n1]= el;

}

return tb;

}

// вибірка за двійковим пошуком

struct recrd\* selBin(struct keyStr kArg, struct recrd\* tb, int ln){

int i, nD = -1, nU = ln, n = nD + nU>>1;



int pos = 0;

struct recrd\* temp = (struct recrd\*)malloc(100\*sizeof(\*tb));

struct recrd\* res = NULL;

while(i = cmpKey(&tb[n], kArg)){

if(i > 0)

nU = n;

else

nD = n;

n = (nD + nU) >> 1;

if(n == nD) {

return NULL;

}

}

while (!cmpKey(&tb[n],kArg))

n--;

n++;

while (!cmpKey(&tb[n], kArg)) {

temp[pos] = tb[n];

pos++;

n++;

}



res = (struct recrd\*)malloc((pos+1) \*sizeof(\*tb));

for(i = 0; i < pos; i++)

res[i] = temp[i];

free(temp);

temp = NULL;

res[pos] = emptyElm;

res[pos].key.str = NULL;

return res;

}

# Пошук за прямою адресою, хеш-пошук

Самым быстрым методом поиска в больших таблицах является прямой, основанный на обращении к элементу c ключевой частью Кi по прямому вычисленному адресу - хеш-адресу (hash - крошить). Прямой поиск выполняется в хеш-таблице с начальным адресом Ан, в которой каждый элемент находится по хеш-адресу = Ан+ H(Кi), где хеш-функция Н(Кi) - это такая алгоритмическая функция, которая должна давать неповторяющиеся значения для разных элементов таблицы и как можно плотнее размещать элементы в памяти. Хеш-функция определяет метод хеширования. Часто используются следующие методы:

* метод деления, при котором H(Ki)=Ki mod M, где М- достаточно большое простое число , например 1009;
* мультипликативный метод, при котором H(Ki)= C\*Ki mod 1, где С- константа в интервале [0,1];
* метод извлечения битов, при котором H(Ki) образуется путем сцепления нужного количества битов, извлекаемых из определенных позиций внутри указанной строки;
* метод сегментации, при котором битовая строка, соответствующая ключу Ki, делится на сегменты, равные по длине хеш-адресу. Объединение сегментов можно выполнять разными операциями: сумма по модулю 2; сумма по модулю 16 и др; произведение всех сегментов.
* метод перехода к новому основанию, при котором ключ Кi преобразуется в код по правилам системы счисления с другим основанием. Полученное число усекается до размера адреса. **Алгоритм:**

1. Формирование хеш-таблицы
2. Выбор искомого ключа
3. Вычисление хеш-функции ключа Н(Кi)
4. Вычисление хеш-адреса ключа
5. Сравнение ключевой части элемента таблицы по вычисленному хеш-адресу с искомым ключом. При равенстве обработка ситуации "поиск удачный "и переход на 6; при неравенстве - обработка ситуации "поиск неудачный" и переход на 6.
6. Проверка все ли ключи выбраны; если да, то конец, а если нет ,то переход на 2.

При прямом поиске ситуация "поиск неудачный " может также иметь место при коллизии, то есть когда при Ki # Kj H(Ki) = H(Kj). Самый простой метод разрешения коллизий - метод внутренней адресации, при котором под коллизирующие элементы используются резервные ячейки самой хеш-таблицы (пробинг).

Так при линейном пробинге к хеш-адресу прибавляется длина элемента таблицы, пока не обнаружится резервная ячейка. Для различия занятых ячеек памяти от резервных один бит в них выделяется под флаг занятости.

Прямой поиск: mov eax, [ebx][edi] xlat

Метод деления (размер таблицы hashTableSize - простое число). Этот метод использован в примере ниже. Хеширующее значение hashValue, изменяющееся от 0 до (hashTableSize - 1), равно остатку от деления ключа на размер хеш-таблицы. Вот как это может выглядеть:

makehashkey macro value,hashkey

xor ax,ax

xor dx,dx

mov ax, value

div hash\_table\_size

mov hashkey,dx ; остаток от деления хранится в dx

endm ; деления хранится в dx

; запись значения в хеш-таблицу

pushtotable macro value

makehashkey value,cx ; получаем хеш-ключ

xor si,si ; (индекс для хеш-таблицы)

mov dx,cx

l3:

add si,2 ; вычисляем смещение в хеш-таблице по индексу

loop l3

mov bx,hash\_table[si] ; записываем значение элемента хеш-таблицы (ссылка на список)

mov dx,value

mov [bx],dx записываем в список значение value

endm

# 

# Графи та їх використання для внутрішнього подання???

# Граматики та їх застосування

Грамматикой называется четверка G = (Vt, Vn, R, e є Vn), где Vn - конечное множество нетерминальных символов (все обозначения, кот. определяются через правила), Vt - множество терминалов (не пересекающихся с Vn), e - символ из Vn, называемый начальным/конечным, R - конечное подмножество множества: (Vn  Vt)\* Vn (Vn  Vt)\* x (Vn  Vt)\*, называемое множеством правил. Множество правил R описывает процесс порождения цепочек языка. Элемент ri = (, ) множества R называется правилом (продукцией) и записывается в виде . Здесь и  - цепочки, состоящие из терминалов и нетерминалов. Данная запись может читаться одним из следующих способов:

* цепочка  порождает цепочку ;
* из цепочки  выводится цепочка.

Терминалы – обозначения или элементы грамм, кот. не подлежат дальнейшему анализу (разделители, лексемы).

Нетерминалы – требуют для своего опрделения правил в некотором формате, чаще всего в формате правил текстовой подстановки.

Формальная грамматика или просто грамматика в теории формальных языков (это множество конечных слов (син. строк, цепочек) над конечным алфавитом) — способ описания формального языка, то есть выделения некоторого подмножества из множества всех слов некоторого конечного алфавитa. Различают порождающие и распознающие (или аналитические) грамматики — первые задают правила, с помощью которых можно построить любое слово языка, а вторые позволяют по данному слову определить, входит оно в язык или нет.

**Порождающие грамматики**

Vt, Vn, e є Vn, R — набор правил вида: «левая часть» «правая часть», где:

«левая часть» — непустая последовательность терминалов и нетерминалов, содержащая хотя бы один нетерминал; «правая часть» — любая последовательность терминалов и нетерминалов

**Применение**

1. Контекстно-свободные грамматики широко применяются для определения грамматической структуры в грамматическом анализе.
2. Регулярные грамматики (в виде регулярных выражений) широко применяются как шаблоны для текстового поиска, разбивки и подстановки, в т.ч. в лексическом анализе.

Терминальный алфавит:

Vt={'0','1','2','3','4','5','6','7','8','9','+','-','\*','/','(',')'}.

Нетерминальный алфавит:

{ ФОРМУЛА, ЗНАК, ЧИСЛО, ЦИФРА }

Правила:

1. ФОРМУЛА ФОРМУЛА ЗНАК ФОРМУЛА (формула есть две формулы, соединенные знаком)

2. ФОРМУЛА ЧИСЛО (формула есть число)

3. ФОРМУЛА ( ФОРМУЛА ) (формула есть формула в скобках)

4. ЗНАК + | - | \* | / (знак есть плюс или минус или умножить или разделить)

5. ЧИСЛО ЦИФРА (число есть цифра)

6. ЧИСЛО ЧИСЛО ЦИФРА (число есть число и цифра)

7. ЦИФРА 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 (цифра есть 0 или 1 или ... 9 )

Начальный нетерминал:

ФОРМУЛА

**Аналитические грамматики**

Порождающие грамматики - не единственный вид грамматик, однако наиболее распространенный в приложениях к программированию. В отличие от порождающих грамматик, аналитическая (распознающая) грамматика задает алгоритм, позволяющий определить, принадлежит ли данное слово языку. Например, любой регулярный язык может быть распознан при помощи грамматики, задаваемой конечным автоматом, а любая контекстно-свободная грамматика — с помощью автомата со стековой памятью. Если слово принадлежит языку, то такой автомат строит его вывод в явном виде, что позволяет анализировать семантику этого слова.

# Класифікація граматик за Хомським

По иерархии Хомского, грамматики делятся на 4 типа, каждый последующий является более ограниченным подмножеством предыдущего (но и легче поддающимся анализу):

*тип 0*. неограниченные грамматики — возможны любые правила. Грамматика G = (VT, VN, P, S) называется *грамматикой типа 0*, если на правила вывода не накладывается никаких ограничений (кроме тех, которые указаны в определении грамматики).

*тип 1.* контекстно-зависимые грамматики — левая часть может содержать один нетерминал, окруженный «контекстом» (последовательности символов, в том же виде присутствующие в правой части); сам нетерминал заменяется непустой последовательностью символов в правой части.

Грамматика G = (VT, VN, P, S) называется *неукорачивающей* *грамматикой*, если каждое правило из P имеет вид   , где   (VT  VN)+,   (VT  VN)+ и |  | ⊂ |  |.

Грамматика G = (VT, VN, P, S) называется *контекстно-зависимой (КЗ)*, если каждое правило из P имеет вид   , где  = ξ1Aξ2;  = ξ1ξ2; A  VN;   (VT  VN)+; ξ1,ξ2  (VT  VN)\*.

*Грамматику типа 1* можно определить как неукорачивающую либо как контекстно-зависимую.

Выбор определения не влияет на множество языков, порождаемых грамматиками этого класса, поскольку доказано, что множество языков, порождаемых неукорачивающими грамматиками, совпадает с множеством языков, порождаемых КЗ-грамматиками.

*тип 2.* контекстно-свободные грамматики — левая часть состоит из одного нетерминала. Грамматика G = (VT, VN, P, S) называется *контекстно-свободной (КС)*, если каждое правило из Р имеет вид A  , где A  VN,   (VT  VN)+.

Грамматика G = (VT, VN, P, S) называется *укорачивающей контекстно-свободной (УКС)*, если каждое правило из Р имеет вид A  , где A  VN,   (VT  VN)\*.

*Грамматику типа 2* можно определить как контекстно-свободную либо как укорачивающую контекстно-свободную. Возможность выбора обусловлена тем, что для каждой УКС-грамматики существует почти эквивалентная КС-грамматика.

*тип 3.* регулярные грамматики — более простые, эквивалентны конечным автоматам.

Грамматика G = (VT, VN, P, S) называется *праволинейной*, если каждое правило из Р имеет вид A  tB либо A  t, где A  VN, B  VN, t  VT.

Грамматика G = (VT, VN, P, S) называется *леволинейной*, если каждое правило из Р имеет вид A  Bt либо A  t, где A  VN, B  VN, t  VT.

*Грамматику типа 3(регул-ую,Р-грамматику)*можно опр-ть как праволин-ую либо как леволин-ую.

Выбор определения не влияет на множество языков, порождаемых грамматиками этого класса, поскольку доказано, что множество языков, порождаемых праволинейными грамматиками, совпадает с множеством языков, порождаемых леволинейными грамматиками.

* **праволинейной**, если каждое правило из **Р** имеет вид: **AxB** или **Ax**, где **A**, **B** - нетерминалы, **x** - цепочка, состоящая из терминалов;

G2 = ({S,}, {0,1}, P, S), где P:

1) S **** 0S; 2) S **** 1S; 3) S ****, определяет язык {0, 1}\*.

**контекстно-свободной** (КС) или **бесконтекстной**, если каждое правило из **Р** имеет вид: A****, где A **** N, а **** ****(N **** T)\*, то есть является цепочкой, состоящей из множества терминалов и нетерминалов, возможно пустой; Данная грамматика порождает простейшие арифметические выражения.

G3 = ({E, T, F}, {a, +, \*, (,)}, P, E) где P:

1) E ****T; 2) E **** E + T; 3) T **** F; 4) T **** T \* F; 5) F **** (E); 6) F **** a.

* **контекстно-зависимой** или **неукорачивающей**, если каждое правило из **P** имеет вид: **  **, где **** То есть, вновь порождаемые цепочки не могут быть короче, чем исходные, а, значит, и пустыми (другие ограничения отсутствуют);

G4 = ({B, C, S}, {a, b, c}, P, S) где P:

1) S **** aSBC; 2) S **** abc; 3) CB **** BC; 4) bB **** bb; 5) bC **** bc; 6)cC **** сc, порождает язык { a **n** b **n** c **n** },n**≥**1.

* **грамматикой свободного вида**, если в ней отсутствуют выше упомянутые ограничения.

Примечание1.Согласно определению каждая правол-ая грамматика есть контекстно-свободной.

Примечание 2. По определению КЗ-грамматика не допускает правил: А ** ** где **** - пустая цепочка. Т.е. КС-грамматика с пустыми цепочками в правой части правил не является контекстно-зависимой. Наличие пустых цепочек ведет к грамматике без ограничений. Соглашение. Если язык L порождается грамматикой типа G, то L называется языком типа G. Пример: L(G3) - КС язык типа G3. Наиболее широкое применение при разработке трансляторов нашли КС-грамматики и порождаемые ими КС языки.

# 

# Задача лексичного аналізу

ЛА предназначен для преобразования текста на входном языке во внутреннюю форму, при этом текст разбивается на лексемы.

Группы лексем:

Разделители (знаки операций, именованные элементы языка)

Вспомогательные разделители (пробел, табуляция, ентер)

Код разделителя | код внутр.представления

Ключевые слова языка программирования

Код слова | код внутр.представления

Стандартные имена объектов и пользователей

Константы

Имя | тип, адрес

Комментарии

ЛА может работать в двух основных режимах: либо как подпрограмма, вызываемая синтаксическим анализатором для получения очередной лексемы, либо как полный проход, результатом которого является файл лексем.

На этапе ЛА обнаруживаются некоторые (простейшие) ошибки (недопустимые символы, неправильная запись чисел, идентификаторов и др.).

*Функция лексического анализа очередной лексемы*

int lxAnlzr(void)

{static int LexNmb = 0;

static enum autStat s=S0, sP;

// текущее и предыдущее состояние лексемы

char l; // очередная литера

enum ltrType c; // класс очередной литеры

lxInit(); // заполнение позиции в тексте и таблицах

do{sP=s; // запоминание состояния

l=ReadLtr();// чтение литеры

c=ltCls[l]; // определение класса литеры

s=nxtSts[s][c<dlmaux?c:dlmaux];

// состояние лексемы

}while(s!=S0); // проверка конца лексемы

switch (sP)

{case S1n:// поиск ключевых слов и имен

frmNam(sP, x);

break;

default: // не дошли до классифицированных ошибок

case Eu: Ec: Ep: Eq: En: Eo:// обработка ошибок

eNeut(lxNmb); // фиксация ошибки

case S1c: S2c: S1p: S2s:// формирование констант

frmCns(sP, x); break;

case S0: dGroup(lxNmb);// анализ групповых разделителей } return lxNmb++; }

# Граматики для лексичного аналізу

Регулярные грамматики широко применяются как шаблоны для текстового поиска, разбивки и подстановки, в т.ч. в лексическом анализе.

Для решения задачи ЛА могут использоваться разные подходы, один из них основан на теории грамматик. К этой задаче можно подойти через классификацию лексем как элементов или типов входных данных. В качестве лексем входного языка обычно объявляют разделители, ключевые слова, имена пользователя, операторы, константы и спец. лексемы.

Чаще всего удобно построить спец. классификационную таблицу. Входной текст может быть в ASCII (каждый символ 1 байт), в UNICODE (2 байта) и др. Основные классы символов:

1) Вспомогательные разделители (пробел, таб., enter, ...);

2) Одно-символьные операции (+, -, \*, /, ..., (, ) );

3) Много символьные операции (>=, <=, <>... );

4) Буквы, которые можно использовать в именах (латиница):

5) Не классифицируемые символы (для представления чисел или констант необходимо определить цифры и признаки основных систем счисления).

При формировании внутреннего представления, кроме кода желательно формировать информацию о приоритете или значении предшествующих операторов.

Обычно все лексемы делятся на классы. Примерами таких классов являются числа (целые, восьмеричные, шестнадцатиричные, действительные и т.д.), идентификаторы, строки. Отдельно выделяются ключевые слова и символы пунктуации (иногда их называют символы-ограничители). Как правило, ключевые слова - это некоторое конечное подмножество идентификаторов.

Для построения автомата лексического анализа нужно определить сигналы его переключения по таблицам классификаторов литер с кодами, удобными для использования в дальнейшей обработке. Тогда каждый элемент таблицы классификации должен определить код, существенный для анализа лексем, приведенный в форме кода сигналов автомата лексического анализа соответствующего типа.

enum ltrType

{dgt, //с0 десятичная цифра

ltrexplt,//с1 буква–признак экспоненты

ltrhxdgt,//с2 литера–шестнадцатеричная цифра

ltrtpcns,//с3 литера–определитель типа константы

ltrnmelm,//с4 литеры, допустимые только в именах

ltrstrlm,//с5 литеры для ограничения строк и констант

ltrtrnfm, //с6 литеры начала перекодирования литер строк

nc, //с7 неклассифицированные литеры

dldot, //с8 точка как разделитель и литера констант

ltrsign, //с9 знак числа или порядка

dlmaux, //с10 вспомогательные разделители типа пробелов

dlmunop, //с11 одиночные разделители операций

dlmgrop, //с12 элемент начала группового разделителя

dlmbrlst,//с13 разделители элементов списков

dlobrct, //с14 открытые скобки

dlcbrct, //с15 закрытые скобки

ltrcode=16//с16 признак возможности кодирования

};

Выходом лексического анализатора является таблица лексем (или цепочка лексем). Эта таблица образует вход синтаксического анализатора, который исследует только один компонент каждой лексемы — ее тип. Остальная информация о лексемах используется на более поздних фазахкомпиляции при семантическом анализе, подготовке к генерации и генерации кода результирующей программы.

# -> 27

# Задача синтаксичного аналізу

Результати синтаксичного розбору подаються у вигляді зв’язаних вузлів графа розбору, в якому кожний вузол відповідає окремій лексемі, а зв’язки визначають підлеглість операндів до операцій. Вузол об’єднує 4 поля:

* Ідентифікація або мітка вузла
* Прототип співставлення ( термінал або нетермінал )
* Мітка продовження обробки ( при успішному результаті синтаксичного аналізу )
* Вказівник на альтернативну вітку, яку можна перевірити ( якщо аналіз був невдачним)

Синтаксично буває зручним використовувати змішані алгоритми аналізу. Як раз для обробки операторів мов програмування краще використовувати синтаксичний граф, а для обернених виразів – висхідний розбір.

![Документ1](data:image/png;base64,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)

Також існують зв’язки передачі управління в операторах розгалуження та блоках циклів та варіантному блоці. Таким чином будь-який закінчений фрагмент програми має головний вузол, в якому як підлеглі вузли різних рівнів зберігаються лексеми та синтаксичні структури, які входять до цього блоку. Такий граф розбору є основою для всіх видів подальшої семантичної обробки.

Последовательный анализ лексем и сравнение приоритетов.

Если у новой операции приоритет больше, то предыдущая операция вместе с её операндом, сохраняется в стеке для дальнейшей обработки.

Иначе – выполняется семантическая обработка или устанавливается связь подчиненности для пред.операции.

И в том, и в другом случае, необх. вернуться к пред. операнду цикла, после записи в стек до введения след. пары лексем.

После семантической обработки – вернуться к сравнению приор. операций в стеке с приор. последней операции.

int nxtProd(struct lxNode\*nd,// вказівник на початок масиву вузлів

 int nR,// номер кореневого вузла

 int nC)// номер поточного вузла

{int n=nC-1;// номер попереднього вузла

enum tokPrec pC = opPrF[nd[nC].ndOp],// передування поточного вузла

\*opPr=opPrG;//F;// nd[nC].prvNd = nd+n;

while(n!=-1)// цикл просування від попереднього вузла до кореню

{if(opPr[nd[n].ndOp]<pC//)// порівняння функцій передувань

&&nd[n].ndOp</\*\_ctbz\*/\_frkz)

{if(n!=nC-1&&nd[n].pstNd!=0)// перевірка необхідності вставки

{nd[nC].prvNd = nd[n].pstNd;// підготовка зв’язків

 nd[nC].prvNd->prnNd=/\*nd+\*/nC;}// для вставки вузла

 if(opPrF[nd[n].ndOp]==pskw&&nd[n].prvNd==0)nd[n].prvNd = nd+nC;

 else nd[n].pstNd = nd+nC;

 nd[nC].prnNd=/\*nd+\*/n;// додавання піддерева  **return nR;}**

# Граматики для синтаксичного аналізу

**Синтаксический анализатор** (синт. разбор) — это часть компилятора, которая отвечает за выявление основных синтаксических конструкций входного языка. В задачу синтаксического анализа входит: найти и выделить основные синтаксические конструкции в тексте входной программы, установить тип и проверить правильность каждой синтаксической конструкции и, наконец, представить синтаксические конструкции в виде, удобном для дальнейшей генерации текста результирующей программы.

В основе синтаксического анализатора лежит распознаватель текста входной программы на основе грамматики входного языка. Как правило, синтаксические конструкции языков программирования могут быть описаны с помощью КС-грамматик, реже встречаются языки, которые, могут быть описаны с помощью регулярных грамматик.

На этапе синтаксического анализа нужно установить, имеет ли цепочка лексем структуру, заданную синтаксисом языка, и зафиксировать эту структуру. Следовательно, снова надо решать задачу разбора: дана цепочка лексем, и надо определить, выводима ли она в грамматике, определяющей синтаксис языка. Однако структура таких конструкций как выражение, описание, оператор и т.п., более сложная, чем структура идентификаторов и чисел. Поэтому для описания синтаксиса языков программирования нужны более мощные грамматики, чем регулярные. Обычно для этого используют укорачивающие контекстно-свободные грамматики (УКС-грамматики), правила которых имеют вид A  , где A  VN,   (VT ∪ VN)**\***. Грамматики этого класса, с одной стороны, позволяют достаточно полно описать синтаксическую структуру реальных языков программирования; с другой стороны, для разных подклассов УКС-грамматик существуют достаточно эффективные алгоритмы разбора.

**struct** lxNode//вузол дерева, САГ або УСГ

**{int** x, y, f;//координати розміщення у вхідному файлі

**int** ndOp; //код типу лексеми

**int** dataType; // код типу даних, які повертаються

**unsigned** resLength; //довжина результату

**struct** lxNode\* prnNd;//зв’язок з батьківським вузлом

**struct** lxNode\* prvNd, pstNd;// зв’язок з підлеглими

**unsigned** stkLength;//довжина стека обробки семантики

};

Результатом работы распознавателя КС-грамматики входного языка является последовательность правил грамматики, примененных для построения входной цепочки. По найденной последовательности, зная тип распознавателя, можно построить цепочку вывода или дерево вывода. В этом случае дерево вывода выступает в качестве дерева синтаксического разбора и представляет собой результат работы синтаксического анализатора в компиляторе.

Однако ни цепочка вывода, ни дерево синтаксического разбора не являются целью работы компилятора. Дерево вывода содержит массу избыточной информации, которая для дальнейшей работы компилятора не требуется. Эта информация включает в себя все нетерминальные символы, содержащиеся и узлах дерева, — после того как дерево построено, они не несут никакой смысловой нагрузки и не представляют для дальнейшей работы интереса.

# Методи висхідного розбору при синтаксичному аналізі (если вопрос звучит иначе)

Методы восходящего анализа:

1. Простое предшествование

Построение отношения предшествования начинается с перечисления все пар соседних символов правых частой правил, которые и определяют все варианты отношений смежности для границ возможных выстраиваемых на них деревьях. (Сразу отметим, что правила с одним символом в правой части являются для этой цели непродуктивными). Далее, в каждой паре возможны следующие комбинации терминальных/нетерминальных символов и продуцируемые из них элементы отношений:

1.      Все пары соседних символов находятся в отношении «равенства»   **=**  или одинаковой глубины. При этом для метода «свертка-перенос» нетерминальный символ не может являться символом входной строки, поэтому пары с нетерминалом справа в построении отношения предшествования для такого метода не участвуют.

2.      Для пары нетерминал-терминал правая граница поддерева, выстраиваемая на основе нетерминала (множество **LAST**+) находится «глубже» правого терминала, т.е.

3.      Аналогичное обратное отношение выстраивается   для пары терминал-нетерминал: левая нижняя граница поддерева, выстраиваемого на нетерминале «глубже» левого терминала

4.      Наиболее сложное, но и самое «продуктивное» соотношение – два рядом стоящих нетерминала, которые производят сразу два отношения: правая граница  левого поддерева «глубже» левой нижней границы правого смежного поддерева, но при этом корневая вершина левого поддерева «выше»  той же самой левой нижней границы правого смежного поддерева.

2. Свертка-перенос

Основные принципы восходящего разбора c использованием магазинного автомата (МА), именуемого также методом **«свертка-перенос»**:

·        Первоначально в стек помещается первый символ входной строки, а второй становится текущим;

·        МА выполняет два основных действия: **перенос** (сдвиг - **shift**) очередного символа из входной строки в стек (с переходом к следующему);

·        Поиск правила, правая часть которого хранится в стеке и замена ее на левую – **свертка (reduce);**

·        Решение, какое из действий – перенос или свертка выполняется на данном шаге, принимается на основе анализа пары символов – символа в вершине стека и очередного символа входной строки. Свертка соответствует наличию в стеке **основы**, при ее отсутствии выполняется перенос. Управляющими данными МА является таблица, содержащая для каждой пары символов грамматики указание на выполняемое действие (свертка, перенос или недопустимое сочетание -ошибка) и сами правила грамматики.

·        Положительным результатом работы МА будет наличие начального нетерминала грамматики в стеке при пустой входной строке.

Как следует из описания, алгоритм не строит синтаксическое дерево, а производит его обход «снизу-вверх» и «слева-направо».

# Матриці передувань

В общем случае для восходящего разбора строится так называемые грамматики предшествования. В грамматике предшествования строится матрица по парных отношений всех терминальных и не терминальных символов. Чтобы использовать стековый алгоритм в случае скобок или операторов языком прогр., следует использовать функции предшествования f(op), g(op). Для мат. операций эти функции имеют одно значения, для скобок – другое. Однако этот метод не даёт однозначного решения для построения алгоритмов обрабатывания сложных операторов.

Более общий подход – построение матрицы предшествования. В матрице определяют отношение предш. для всех возможных пар пред. и след. терм. и нетерм. обозначений.

При этом определяется три вида отношений: R предшествует S (R<•S); S предшествует R (R•>S); и операция с одинаковым предшествованием (R•=S); четвертый вариант отношение предшествия отсутствует (это говорит о недопустимости использования R и S рядом в тексте записи на этом языке).

Матрица предш. строится так, что на пересечении определяется приоритет отношения. Матрица квадратная и каждая размерность включает номера терм. и нетерм. обозначений. Матрица предш. – универсальный механизм определения грамматик разбора.

В связи с тем, что след. обозначение м.б. не терминальным, это вызывает необходимость повторения для полного разбора и может вызвать неоднозначность грамматик.

Линеаризация грамматик предш. – действия по превращению матрицы предш. на функции предш. в большинстве случаев, полная Л. невозможна.

Матрица предш.

**enum** autStat nxtSts[Se+1][ sg+1] =

{{S0,S1,S2,S0,S0}, // для S0

{S1,S1,S1,S2,Se}, // для S1

{S1,S2,S2,S2,S2}, // для S2

{S1,Se,Se,Se,Se} // для Se

};

Функция предш.

**enum** autStat nxtStat(**enum** autSgn sgn)

{**static enum** autStat s=S0;//текущее состояние лексемы

**return** s=nxtSts[s][sgn];} // новое состояние лексемы

# Нисхідний розбір (код см. №16/35)

Идея: правила определения грамм. в формулах Бекуса необх. превратить в матрицы/функции предш.

При доказательстве корректности конструкций текстов правилам подстановки необходимо выполнять анализ входного текста любыми из альтернативних частей правой части правила.

Управление передаётся отдельным программам ресурса доведення, кот. могут обращаться к другим ресурсам довед, ил к рес. довед, которые вызываются рекурсивно.

Отсюда возникает проблема зацикливания при обработке леворекурсивных правил.

1. Метод рекурсивного спуска (имеет модификации, испол. в большинстве систем автоматиз. построения компилятора)
2. Метод синтаксических графов
3. LL-парсер
4. Парсер старьёвщика

**Рекурсивный спуск**: Для объяснения 1 используют понятие ресурса доведення. Нисходящий разбор начинается с конечного нетерминала грамматики, кот. должен быть получен в результате анализа последовательности лексем.

Для каждого нетерминала исп. 1 или несколько правил. Несколько правил подстановки м.б. объединены в одно с помощью “|”. Для опред. соответствия последовательности лексем, обращаемся к ресурсам доведення правой части правила.

Если исп. один ресур доведення, то он начинает обрабатывать эл. слева направо.

Если рекурс. обращение выполняется в начале или слева правой части правила, то это приводит к возможности возникновения зацикливания. Для того, чтоб представить правила подстановки для метода рекурсивного спуска, их превращают в правила с правостор. рекурсией.

Чтоб реализовать алгоритм рек.спуска, необходимо иметь входную послед. лексем и набор управляющих правил в виде направленного графа. Такой подход позволяет строить дерево разбора, в котором из распознанных нетерм. узлов, формируются указатели на поддеревья и/или терм.узлы.

Некоторые конструкции (case/if) в графах пидлеглости, следует дополнить спец. связями – указатели на результаты общего выражения условия и обратные свзи для выхода из цикла.

Условия применения:

Пусть в данной формальной грамматике *N* — это конечное множество нетерминальных символов; *Σ* — конечное множество терминальных символов, тогда метод рекурсивного спуска применим только, если каждое правило этой грамматики имеет следующий вид:

* или ![A \rightarrow \alpha](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADoAAAAOBAMAAACMfhKgAAAAMFBMVEX///8AAAAiIiK2traKioqenp5AQEB0dHTm5uZQUFDMzMwMDAwWFhYwMDAEBARiYmKKr1iMAAAAvklEQVQYGWNgAAFlMImDYBHFIQEWZhPHJ1shiUeWy0AMjywrwyZk2QVgDlf+N4igAYMOsuwFMCemgT+BH8RawHAPWTYexOGSYuCSWAJksKelHQTLdq0Cg5UZQB6TAgOH8AcgYwUDQ2EDSHruXTC4BPJfYwEDg7gDkBHAwOBoAKRhgHcBkGVowMAB8gkLiA1UAQezQKzGBUCTgfRKIF4INAcOPoBYTA4M658yM6yVc2DgPLgNJIIMOPLLHXw/AAB7qSj8OVF5pAAAAABJRU5ErkJggg==), где ![\alpha \subset (\Sigma \cup N)*](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAHYAAAAVBAMAAABh6QfWAAAAMFBMVEX///8AAADMzMxAQEBiYmKenp4WFhbm5uaKiooiIiK2trZ0dHQEBAQwMDBQUFAMDAy38gh8AAACA0lEQVQ4EX1TMWgUURB93O7me5vcnUYhJJKwoBxidZKzsHJRknRyIZBOEizWxmJTJ+AidhIJaiFisWqVLiCiaGUgpArcmSbpFsFKbEQSSOWbv7nc30v4Azt/5r2ZP/P/nwXOlvhsWKM2jgHVwJL71cKRmkJtdHLy1vfMDHM7i1CdHTjWwqU2vFGmOW0zF+tjhABVRAshQDkAbiQEGeUKN6hL3bmYuzcF6pPVKIr0nnUSQ9tUGTAgQZVAdNYBlrmui1OU+s+uf4+GN07VKuSGsxt4QnSoG1dq3s1N9aAL4bVYHSZSenX9Vm0RIaEyGWeDxnzsNvSZKnksIWyKWpGmzdzB2B3WuU6IuJoApWGURq6dBIkBjIg6dyjaqOtCTSgpV82wv/z+H8prUGOhBH0Qlct5WY7no9czu3vrpWTcBryXf1IscaPLCYFTuZ+IkejlsrvZpxLJXCy8Ad6lUHw2ig7Slu7ZC2lnQE0g/UafecOvxGPP87/vv8BSwJ4FgHFXR3Sv8FNr+ZzkG4TMukRU7njKbX1BOcHVLV8Q9Ve0lj16bVp1Kv8hjabADd6sLjOQ5m+kmt+S1VAo9GbjI8sdRNGjCxnhhV/Xp0Out8djPaT5bPgBIUNOZvKxAQLPd3lSU+ZMp9920n6k4P8oeH2O/S/zeXCLPLNwqNhI/q+phZ855v4D+SNeLbG+XGMAAAAASUVORK5CYII=), и это единственное правило вывода для этого нетерминала
* или ![A \rightarrow a_1\alpha_1|a_2\alpha_2|...|a_n\alpha_n](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMQAAAAUBAMAAAAgto93AAAAMFBMVEX///8AAAAiIiK2traKioqenp5AQEB0dHTm5uZQUFDMzMwMDAwWFhYwMDAEBARiYmKKr1iMAAACeklEQVQ4EaWUPWgUQRTH/5e9ze1tjDEcmvMKPRMrsdhDMKWnvXBprASvCAnYnErAdNlDEbSIH0VAG3dBxA9EULCwS2dnKQTUytqNxRmbnO/NhzN3mVuEDOzO7/3fvPffnZ074P/HE+dSo5YT5wIpzuXkTGrLoEVGnUwseQiLh4cEd2ia2Xmj5lmMz9g1I9k0s5cYNc9i9ahdM5JNM3uJUXMswuiIXTOSTTN7iVFzLHy8s2pCyf5y/4GgsNNTWWrmVlWeLS6t/VHR835bEU0RTpsAk5JvIL0m6HI81Z4SRBZuVVWTRakequ/qf0IPmcogwTeNNPtC92ooJKyGNYTVZ0zYglsVSbqRRSNBTYZpgvReU6VKS0ubjMErOTZiCsbqWBBFBEEl43KyEKrfn2MglYlUPWjNLPxDMpwFuud05gVwPaag/FWOE7xBhQyPUNxN0KVopslEzYR6H41YqkyDFsdRrlM1PS/tV2FFIN1awPlIBzSLx0ojfA5wkF49QkAHjogSQl1AoSVVpgGLsIIDWcy9vAq9RZuJRpGuBtnoIf9p0jiolLhxN6Et+WfBqkeaVJkGLaroRqu/5nsI6JN0o4AReElXSruhhzw9E1G5eoYtxpp4+8NTbyFVbGiViCyCn1jP6Ebf4j0e3pqfyArASYS7LYlvjjVR3vygDfTsLe88zrhx0LnZvCiImkm12NYq0aDF2bW7T4N1vAbu/F4pfpeoezpnslCDSZ+dK4iVyqRVcf6EfgH65wcLVcnw5LTwdm6r0yFor0UHH/XGWzjcW8b+9qJKCFLN0ulppQraa3EKX/TxsdBtMaSaZnbCqPS59zuuOhsYddxt8Rd4oczmcK+m3gAAAABJRU5ErkJggg==)для всех ![i=1,2...n; a_i \ne a_j, i \ne j; \alpha \subset (\Sigma \cup N)*](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAU8AAAAWCAMAAAB35e5LAAAANlBMVEX///8AAABQUFC2trbm5uaenp7MzMxiYmIwMDAWFhYiIiIEBASKiop0dHRAQEAMDAwKCgoICAglK4b2AAAFDElEQVRYCe1Z2bKcOAz1hg0GTPL/PzuyLO+CJn2npvIwVIrrRZuPFouOEP8/gID5FoWvGb9V+ILPvqC5IfkBaytRfS3n1K0cGitusaUzoZ0JsYSwhX/LNYfqhd/NGCtH1uO8Y35cdwtsX9KH+PhdPhnkVrlFYWaV+wp/GRiMjPIeHrv5blc7mPqrW/t+sr1zDGflyLoNfn9nlI24iEXmQwac3/FqL1P4JV3mkZgTYtYw4ImSrIyo/vwZY+wPJP6AtdXiU7YHedAqQVTPdzYud1YmJGk7fAjGVlMer9l1aSEJLP7MVN/9HWPsD6R8w3qsGz41rCzmL6jdd4KN8j2vC7E29VWJVUYbDdUW3WPzyvwBzwuN2b8QNGs7n4rVTN6ufMFqt/nqcdmCRRLIFHE8ng4qQ4TyyBjvrU1CWLd+jNgBTxRgmbJ9uFUcp/PRz3av+bKE0xWze/VXk0qwc0fJWTmw2lNFjY1eG5zrKqrZMgiNET6nOQRehwSLpwaSK+6U03liCilgnVAl9kPKBXy30cfhqWSPRLTwFHtMjRA9biqeJ8iy6NRIlB5S9es3KKuqOEqkZ6wcWCH/bEzEqneJ9SACWo7ORs5eMDYl41Eni2cspU4CSxEa4ghWFfplsWIrWyiGeTF42t6XyAQpgDV97YJC6Khe4GuS3TcJt5SclT1rPN+ChS3rsKjRSmNLAFaEMlE0rMbF0YV8pW7qJ4IHqZnLJ+AYo2f15tT2cgAsaGyks0MGz60YWTkMnWjv20Af4y+dVY8g9K5sKMHERgpjpetZMUJqoINGFCaMxO4OjdS9n8nwxgl9cb3FU/hdLKVnTyVl8UGtuKY6K0hJ/2fGc2XgBB6UNToIGyvSUnIrKRjgbSlFTzpZObBGeV2iGSow8iymfsLzpEpIDByeKdYXeVRvUoleLp8g3o/y+fq6frqosngoYVNOpLYiMK5Z7H/hrF0aoKrfv7pSzVMm6aOVA2skglBMtPjWaWaoW8S1ilBDWNJzyRjRhV89VvOdOtHdZ1rK92VT57LGTjYmYpNZjaI6HOMzfddVkYUSz3CdtVjDDoZrPCssp4zI5KZajEsNpTjPckvGvdHKkTXToBx8mVSwO5DZ++giL9hcDQwlLPX5IK3aSWdWzccM3uvwyQr/Yio4L9r2vxrUjAjP3IrozcETuxO8TOsrFUlpYrG2pYpGg6Eb0Po0fZlQox8LpYALKNa1rHGycmIF4lQSil7sg6zbl5pI5uqLCB6RbCofjnYjT+r8vYA3eIKDME+ZlJY28gf1S9bnspG257cKUgYF2WplctQu8QFnVChxlGIKuj4QYnN3LDR0n0YB/EZ0ve8cY4USSJeYnFmjGKycWYE4lc+i1wR3QsAca5NHXD9/Joz8lZpFOFxp8C+1WO1qWQ6XXFPVapInn0kzvprB7FfGgOp3h9lMTKYTHRdjVQS2IXeliGXN5XPWW6UCvAm2CgjrG+I41Bo+ZO+Sy0Sj5PWQbr539PO5Nn3US8mwt0MRTZ8drMaZFWLjyIEy6y1C2UForzGW4mmx3lVPVPye6b7HeJqyWju0shSwL6Bp+p4oe+MgtYW8xonVwnfERdAzekfZ/bxUzn753Yzvwd7xdtf2R5ambHG0c4x1VDpFLytkZjXeld/NWJZO9jj58mdoFFPrxij1v54/le8g8LeNO5OeWO94ntbZ/7V4Yih7rtavsvb3Dcx182vU32fqYNE/FfkeTUpL/FUAAAAASUVORK5CYII=)

# Метод рекурсивного спуска ->33

# Метод синтаксичних графів

Для представления грамматики используется списочная структура, называемая синтаксическим графом. Можно использовать спец. узлы с информацией об использовании синт. разбора.

Эти узлы имеют 4 элемента:

* Индентификатор/имя узла
* Распознаватель терминала/нетерминала
* Ссылка на смежные узлы для продолжения разбора при успешном распознавании.
* Ссылка на альтернативную ветку в случае неудачи при распознавании.

Узел в программе определяется структурой.

**struct lxNode**//вузол дерева, САГ або УСГ

{int x, y, f;//координати розміщення у вхідному файлі

int ndOp; //код типу лексеми

int dataType; // код типу даних, які повертаються

unsigned resLength; //довжина результату

struct lxNode\* prnNd;//зв’язок з батьківським вузлом

struct lxNode\* prvNd, pstNd;// зв’язок з підлеглими

unsigned stkLength;//довжина стека обробки семантики

};

В процессе разбора формируется дерево разбора, которое, в отличие от дерева пидлеглости, может иметь больше двоичных ответвлений.

Чтобы превратить дерево разбора в дерево пидлеглости, можно использовать значения предшествований для отдельных терминалов и нетерминалов.

В случае унарных операций, связь с другим операндом не устанавливается.

Кроме того, каждый нетерминальный символ представлен узлом, состоящим из одной компоненты, которая указывает на первый символ в первой правой части, относящейся к этому символу.

Отсутствие альтернативных вариантов в графе помечает место обнаружения ошибки, компилятор занимается нейтрализацией ошибок, кот. включает в себя следующие действия:

1. Пропуск дальнейшего контекста до места, с которого можно продолжить программу (нейтрализация ошибок)
2. Накопление диагностики для ее последующего представления с текстом исх. программы

Некоторые компиляторы передают управление текстовому редактору подсказкой варианта обрабатывающего ошибки.

# 

# Задача семантичної обробки

Семантическая обработка:

1. семантич. анализ – проверяет корректность соединения типов данных во всех операциях и операторах и определяет типы данных для промеж. результатов.

Нужно иметь таблицы соответствия операндов/аргументов и типа результата. Ключевая часть – код операции, тип аргумента. Функц. часть – тип результата.

Алгоритм анализа строится при проходе дерева, в результате будет сформировано несколько результатов. Алгоритм может быть построен через рекурсивные вызовы той же самой рек. функции или процедуры для всех поддеревьев. При достижении терм. Обозначений, все рекурс. Вызовы останавливаются.

* каждый используемый в программе идентификатор должен быть описан, но не более одного раза в одной зоне описания;
* при вызове функции число фактических параметров и их типы должны соответствовать числу и типам формальных параметров;
* обычно в языке накладываются ограничения на типы операндов любой операции, определенной в этом языке; на типы левой и правой частей в операторе присваивания; … и т.п.

1. интепретация – сборка конст. выражений. В случае реализации языка программ. в виде интерпретатора, данные для обработки получаются из констант и результатов операций ввода.
2. машинно-независимая оптимизация. Основные действия должны сократить объёмы графов внутр. представления путем удаления повтор. И неисполз. фрагментов графа. Кроме этого, могут быть выполнены действия упрощ.экви превращений. Этап требует сохранения доп. информации.
3. генерация объектных кодов выполняется: в языке высокого уровня; на уровне команд асма. Для каждого узла дерева генерируется соотвеств. последовательность команд по спец. шаблонам, а потом испол-ся трансляция асм или языка, кот. включает асм-вставки.
4. машинно-зависимая опт-ция учитывает архи и специфику команд целевого устройства

**Первичная семантическая обработка** в процессе синт. анализа

Это построение деревоподобных структур или графа подчиненности операций.

Если пред. операция имела высший приор., то она размещается в графе послед. операций, как подчиненная операции низшего приоритета

Если пред. операция низшего приор., то её надо продвигать ближе к корню подграфа, пока не встретим опер. с таким же приор.

**enum** datType//кодування типів даних в семантичному аналізі

{\_v, // порожній тип даних

\_uc=4,\_us,\_ui,\_ui64,// стандартні цілі без знака

\_sc=8,\_ss,\_si,\_si64, // стандартні цілі зі знаком

\_f,\_d,\_ld,\_rel, // дані з плаваючою точкою

\_lbl, // мітки

…

// Елемент таблиці модифікованих типів

**struct** recrdTPD // структура рядка таблиці модифікованих

// типів

{**enum** tokType kTp[3];// примірник структури ключа

**unsigned** dTp;// примірник функціональної частини

**unsigned** ln; }; // базова або гранична довжина даних типу

**struct** recrdSMA // структура рядка таблиці припустимості

// типів для операцій

{**enum** tokType oprtn;// код операції

**int** oprd1, ln1; // код типу та довжина першого аргументу

**int** oprd2, ln2; // код типу та довжина другого аргументу

**int** res, lnRes; // код типу та довжина результату

\_fop \*pintf; // покажчик на функцію інтерпретації  **char \*assCd; };**

# Загальний підхід до організації семантичної обробки

Для того щоб надати можливість використання базових методів семантичної обробки та синтаксичного аналізу мов, використовують уніфіковані внутрішні подання.

Кроме деревьев подчиненности или направленнях ацикличных графов, использовались:

* Обратная польская запись позволяет записывать мат. выражения и присвоения в однозначной постфиксной форме без скобок. Операция над аргументами запис. после аргументов и объединяет 2 вида аргументов (терм. и нетерм). А+В –> АВ+
* Форматы, похожие на представления маш.операций.

До задач семантичної обробки на різних етапах роботи компілятора відносять:

1. **семантич. анализ** – проверяет корректность соединения типов данных во всех операциях и операторах и определяет типы данных для промеж. результатов.

Нужно иметь таблицы соответствия операндов/аргументов и типа результата. Ключевая часть – код операции, тип аргумента. Функц. часть – тип результата.

Алгоритм анализу строится при проходе дерева, в результате будет сформировано несколько результатов. Алгоритм может быть построен через рекурсивные вызовы той же самой рек. функции или процедуры длявсех поддеревьев. При достижении терм. Обозначений, все рекурс. Вызовы останавливаются.

* каждый используемый в программе идентификатор должен быть описан, но не более одного раза в одной зоне описания;
* при вызове функции число фактических параметров и их типы должны соответствовать числу и типам формальных параметров;
* обычно в языке накладываются ограничения на типы операндов любой операции, определенной в этом языке; на типы левой и правой частей в операторе присваивания; на тип параметра цикла; на тип условия в операторах цикла и условном операторе и т.п.

1. **интепретация** – сборка конст. выражений. В случае реализации языка программ. в виде интерпретатора, данные для обработки получаются из констант и результатов операций ввода.
2. **машинно-независимая оптимизация**. Основные действия должны сократить объёмы графов внутр. представления путем удаления повтор. И неисполз. фрагментов графа. Кроме этого, могут быть выполнены действия упрощ.экви превращений. Этап требует сохранения доп. информации.
3. **генерация объектных кодов выполняется**: в языке высокого уровня; на уровне команд асма. Для каждого узла дерева генерируется соотвеств. Последовательность команд по спец. шаблонам, а потом используется трансляция асм или языка, кот. включает асм-вставки.
4. **машинно-зависимая оптимизация** учитывает архи и специфику команд целевого устройства.

Повне табличне визначення семантичної обробки мови потре­бує повного покриття всіх операцій мови в таблицях семан­тич­ної відповідності операцій та операторів вхідної мови трансля­то­ра та операцій та підпрограм у вихідній мові системи трансляції. Для інтерпретації можна обмежитись таблицею відповідності роз­мі­щення даних в пам’яті інтерпретатора, структура якої наведена в табл 1, та таблицею виконавчих підпрограм для кожної з операцій, структура якої наведена в табл.2.

*Структура для управління доступом до даних в інтерпретаторі*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Ім’я даного | Адреса розміщення | Довжина | Тип | Блок визначення |

Для спрощення та стандартизації семантичної обробки вузлів аж до рівня даних Multimedia доціль­но узагальнити структуру **struct** lxNode для терміналь­ного вузла дерева так, щоб вона могла бути використана при інтерпретації з потрібними для неї полями, замінивши вказівники на структури сполучення вказівників, які для попередника мають вигляд:

**struct** lxNode//вузол дерева, об’єкта або термінал

**union** prvTp //адреса або вказівник на попередника

{**char** \*namNd;// зв’язок з текстом імені

**struct** lxNode\*grpNd;// зв’язок в графі

**void** \*funNd();// зв’язок з виконавчим кодом

};

а для наступника, який може посилатись і на виконавчу процедуру:

**union** pstTp //адреса або вказівник на наступника

{**void** \*datNd;// зв’язок з даними

**struct** lxNode\*grpNd;// зв’язок в графі

**void** \*funNd();// зв’язок з виконавчим кодом

};

Тоді узагальнена структура термінального та нетермі­наль­ного вузлів графа прийме вигляд

**struct** lxNode//вузол дерева, САГ, УСГ або термінал

{**int** ndOp; //код типу лексеми

**union** prvTp prvNd;// зв’язок з попередником

**union** pstTp pstNd;// зв’язок з наступником

**int** dataType; // код типу даних, які повертаються

**unsigned** resLength; //довжина результату

**unsigned** auxNmb;//довжина стека обробки семантики

//або номер модуля визначення

**int** x, y, f;//координати розміщення у вхідному файлі

**struct** lxNode\* prnNd;//зв’язок з батьківським вузлом

};

*Структура для управління доступом до виконавчих кодів в інтерпретаторі*

|  |  |  |  |
| --- | --- | --- | --- |
| Операція | Ім’я підпрограми | Адреса розміщення | Тип результату |

# Організація семантичного аналізу (см. код №40)

Как правило, на этапе семантического анализа используются различные варианты деревьев синтаксического разбора, поскольку семантический анализатор интересует, прежде всего, структура входной программы.

Семантический анализ обычно выполняется на двух этапах компиляции: на этапе синтаксического разбора и в начале этапа подготовки к генерации кода. В первом случае всякий раз по завершении распознавания определенной синтаксической конструкции входного языка выполняется её семантическая проверка на основе имеющихся в таблице идентификаторов данных (такие конструкции – процедуры, функции и блоки операторов входного языка).

Нужно иметь таблицы соответствия операндов/аргументов и типа результата. Ключевая часть – код операции, тип аргумента. Функц. часть – тип результата.

Алгоритм анализа строится при проходе дерева, в результате будет сформировано несколько результатов. Алгоритм может быть построен через рекурсивные вызовы той же самой рек. ф-ции или процедуры для всех поддеревьев. При достижении терм. обозначений, все рекурс. вызовы останавливаются.

Во втором случае, после завершения всей фазы синтаксического разбора, выполняется полный семантическим анализ программы на основании данных в таблице идентификаторов (сюда попадает, например, поиск неописанных идентификаторов). Иногда семантический анализ выделяют в отдельный этап (фазу) компиляции.

**Этапы семантического анализа**

Семантический анализатор выполняет следующие основные действия:

* проверка соблюдения семантических соглашений входного языка;
* дополнение внутреннего представления программы в компиляторе операторами и действиями, неявно предусмотренными семантикой входного языка;
* проверка элементарных семантических норм языков прогр., напрямую не связанных с входным языком.

Проверка соблюдения во входной программе семантических соглашений входного языка заключается в сопоставлении входных цепочек программы с требованиями семантики входного языка программирования. Каждый язык прогр. имеет четко заданные семантические соглашения, кот. не могут быть проверены на этапе синтаксического разбора. Именно их в первую очередь проверяет семантический анализатор.

Примерами соглашении являются следующие требования:

* каждая метка, на которую есть ссылка, должна один раз присутствовать в программе;
* каждый используемый в программе идентификатор должен быть описан, но не более одного раза в одной зоне описания;
* при вызове функции число фактических параметров и их типы должны соответствовать числу и типам формальных параметров;
* обычно в языке накладываются ограничения на типы операндов любой операции, определенной в этом языке; на типы левой и правой частей в операторе присваивания; на тип параметра цикла; на тип условия в операторах цикла и условном операторе и т.п.

**struct recrdSMA tTbl**[179]= / таблиця припустимості типів для операцій

{{\_if,\_ui,32,\_ui,32,\_v,0},

{\_if,\_ui,32,\_si,32,\_v,0},

{\_if,\_ui,32,\_f,32,\_v,0},

{\_ass,\_ui,32,\_ui,32,\_ui,32},

{\_ass,\_ui,32,\_si,32,\_ui,32},

{\_sub,\_d,32,\_f,32,\_d,64},

{\_sub,\_d,32,\_d,32,\_d,64},

{\_mul,\_ui,32,\_ui,32,\_ui,32},

{\_mul,\_ui,32,\_si,32,\_si,32},}

**struct recrdSMA** // структура рядка таблиці припустимості типів для операцій

{enum tokType oprtn;

int oprd1, ln1;

int oprd2, ln2;

int res, lnRes;

\_fop \*pintf;

char \*assCd;

};

# Організація інтерпретації вхідної мови

При реалізації інтерпретації константних виразів доцільно створити для кожної операції з істотно різними парами даних окремі процедури, які будуть повертати результат строго визначеного типу, а перед використанням цих процедур треба вирівняти тип аргументів до більш загального (розробити процедуру для більш загальних форматів даних – з фіксованою і плаваючою точкою). Потім можна формувати результат. В кінці треба перетворити результат із загального типу в необхідний.

Для інтерпретації можна обмежитись таблицею відповідності роз­мі­щення даних в пам’яті інтерпретатора, структура якої наведена в табл 1, та таблицею виконавчих підпрограм для кожної з операцій, структура якої наведена в табл.2.

*Структура для управління доступом до даних в інтерпретаторі*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Ім’я даного | Адреса розміщення | Довжина | Тип | Блок визначення |

*Структура для управління доступом до виконавчих кодів в інтерпретаторі*

|  |  |  |  |
| --- | --- | --- | --- |
| Операція | Ім’я підпрограми | Адреса розміщення | Тип результату |

Для роботи інтерпретатора необхідно додатково виділити пам’ять для зберігання даних, завантажити необх. константи. Будь-яка реалізація мови програмування має програми підготовки середовища інтерпретації і звертання до головної пограми. При коректному завершенні роботи програми необх. відновити стек ОС до інтерпретації програми.

Формат структури елемента таблиці для семантичного аналізу, інтерпретації та генерації кодів через макроси виведення функцій форматного виведення:

typedef union gnDat \_fop(union gnDat\*,union gnDat\*);

struct recrdSMA // структура рядка таблиці операцій

{enum tokType oprtn;// код операції

unsigned oprd1,ln1;//код типу та довжина першого аргументу

unsigned oprd2,ln2;//код типу та довжина другого аргументу

unsigned res,lnRes;//код типу та довжина результату

\_fop \*pintf; // покажчик на функцію інтерпретації

char \*assCd; // покажчик на текст макроса

};

# Організація генерації кодів???

Генерация кода - последняя фаза трансляции. Результатом ее является либо ассемблерный модуль, либо объектный (или загрузочный) модуль. В процессе генерации кода могут выполняться некоторые локальные оптимизации, такие как распределение регистров, выбор длинных или коротких переходов, учет стоимости команд при выборе конкретной последовательности команд. Для генерации кода разработаны различные методы, такие как таблицы решений, сопоставление образцов, включающее динамическое программирование, различные синтаксические методы.

Для генерації машинних кодів слід використовувати машинні команди або підпрограми з відповідними аргументами. В результаті генерації кодів формуються машинні команди або послідовності виклику підпрограм або функцій, які повертають потрібний результат. Більшість компіляторів системних програм включає такі коди в об’єктні файли з розширенням OBJ. Такі файли включають 4 групи записів:

* Записи двійкового коду – двійкові коди констант, машинні коди, відносні адреси відносно початку відповідного сегменту
* Записи ( елементи ) переміщуванності – спосіб настроювання відповідної відносної адреси
* Елементи словника зовнішніх посилань – фіксуються імена, які заявлені як зовнішні або доступні для зовнішніх посилань
* Кінцевий запис модуля – для розділення модулю

Генератор кодів формує команди з дрібних фрагментів команд, операцій, імен або адрес даних, індексних і базових регістрів. При генерації кодів виконується напрямлений перегляд ациклічного графу, де генератор породжує команди обробки цих даних. Для реалізації генераторів необхідно визначити повні табл. відповідності усіх можливих вузлів напрямленого ациклічного графу у необх. наборі машинних команд

Більш ранні компілятори одразу формували машинні коди. Компілятори з мови Паскаль формували свої результати у так званих Р-кодах. На етапі виконання цей код оброблювався середовищем Паскаль, яке включало підпрограми для обробки всіх операндів та операторів. Для даних виділяють як правило фіксовану пам’ять, а до кодів звертається виконуюча програма, яка дозволяє формувати результат виконання програми. Але щоб раціонально організовувати модульне програмування необхідно, щоб поєднувані модулі подавалися в однаковому форматі, тому в традиційн. реалізаціях Паскаля вони добре поєднувалися з модулями на цій же мові, але погано з іншими мовами.

|  |  |  |
| --- | --- | --- |
| FOR **var**:=**Value1** | push dx mov dx, Value1 | Инициализируем индексную переменную - регистр dx, сохраняя прежнюю в стеке |
| TO|DOWNTO **Value2** | loop\_XXX: cmp dx,Value2 ja|jb loop\_exit\_XXX | Здесь мы генерируем уникальную метку (на самом деле только суффикс XXX), которую мы ложим на стек вместе с ярлыком \_FOR\_ и пометкой, увеличивается или уменьшается в цикле индексная переменная |
| DO ... | ... ;тело цикла | в dx - индексная переменная |
| ... ; | inc|dec dx jmp loop\_XXX loop\_exit\_XXX: pop dx | Вынимаем из стека управляющих операторов ярлык \_FOR\_, генерируем инкремент или декремент индексной переменной, генерируем переход к началу цикла, метку окончания цикла и восстанавливаем регистр, содержащий индексную переменную |

# 

# Машинно-незалежна оптимізація (см. код №46!)

Машинно-независимые оптимизации нельзя считать полностью оторванными от конкретной архитектуры. Многие из них разрабатывались с учётом общих представлений о свойствах некоторого класса машин (как правило - это машина с большим количеством регистров, фон-неймановской архитектуры, с относительно большой по размерам и медленной памятью). В современных компиляторах они, как правило, нацелены на достижение предельных скоростных характеристик программы, в то время как для встраиваемых систем к критическим параметрам также относится и размер получаемого кода.

Практически каждый компилятор производит определённый набор машинно-независимых оптимизаций.

1. *Исключение общих подвыражений*: если внутреннее представление генерируется последовательно для каждого подвыражения, оно обычно содержит большое количество избыточных вычислений. Вычисление избыточно в данной точке программы, если оно уже было выполнено ранее. Такие избыточности могут быть исключены путём сохранения вычисленного значения на регистре и последующего использования этого значения вместо повторного вычисления.
2. *Удаление мёртвого кода*: любое вычисление, производящее результат, который в дальнейшем более не будет использован, может быть удалено без последствий для семантики программы. Щоб усунути повторні обчислення в програмі необхідно проаналізувати граф програми на наявність однакових під графів, для яких використовуються однакові значення змінних підграфа. Однакові підграфи можна замінити посиланнями на перше використання підграфа. Для цього треба вміти організовувати пошук чергового підграфа серед підграфів програми. Для того щоб реалізувати такий пошук відносно швидким доцільно побудувати індекс над вершинами підграфа за визначеним відношенням підгарафа. Однак аналіз областей існування значень змінних потребує додаткових інформаційних структур, які використовувались в тому чи іншому іншому піддереві.
3. *Вынесение инвариантов циклов*: вычисления в цикле, результаты которых не зависят от других вычислений цикла, могут быть вынесены за пределы цикла как инварианты с целью увеличения скорости.
4. *Вычисление константных подвыражений*: вычисления, которые гарантированно дают константу могут быть произведены уже в процессе компиляции.

# Машинно-залежна оптимізація

Машинно-залежна оптимізація полягає у ефективному використанні ресурсів цільового компа, тобто: РОН, st[i], ММХ, СОЗУ. Треба ефективно використ. сист команд, надаючи перевагу тим, для яких швидше організувати пошук

Для машинно-залежної оптимізації можна виділити такі види: вилучення ділянок програми, результати яких не використ. в кінц. результатах прогр., вилучення ділянок прогр., до яких не можна фактично звернутися через якісь умови, або помилки програми., оптимізація шляхом еквівал.перетворень складніших виразів на простіші.

Таким чином при машинно-залежній оптимізації таблиці реалізації оперантів та операцій стають складнішими і мають декілька варіантів яких обирають найкращий за часом виконання. Потрібно ефективно виконувати операції пошуку, бо вони є критичними по часу. При обробці виразів проміжні дані краще зберігати у стеці регістра з плаваючою точкою.

Все описанные ниже алгоритмы, за исключением межпроцедурного анализа, работают на этапе машинно-зависимых оптимизаций. Здесь следует особо отметить, что их эффективность зачастую напрямую зависит от наличия той или иной дополнительной информации об исходной программе, а именно:

1. **«Программная конвейеризация»** и сворачивание в «аппаратные циклы» напрямую зависят от информации о циклах исходной программы и их свойствах (цикл for, цикл while, фиксированное или нет число шагов, ветвление внутри цикла, степень вложенности). Таким образом, необходимо, во-первых, исключить машиннонезависимые преобразования, разрушающие структуру цикла, и, во-вторых, обеспечить передачу информации об этих циклах через кодогенератор.
2. **Алгоритмы «SOA» и «GOA»** используют информацию о локальных переменных программы. Требуется информация, что данное обращение к памяти суть обращение к переменной и эта переменная локальная.
3. **Алгоритмы раскладки локальных переменных по банкам памяти** требуют информации об обращениях к локальным переменным, плюс важно знать используется ли где-либо адрес каждой из локальных переменных (т.е. возможно ли обращение по указателю)
4. **Алгоритм «Array Index Allocation»** и «частичное дублирование данных» должен иметь на входе информацию о массивах и обращениях к ним.

До оптимизации:

.L1:

.L2:

jmp .LI

movl buffer, %eax

movl %edx, %eax

movl %edx, %eax

movl %eax, iecx

movl %ecx, %edx

movzbl [%eax] , %ecx

movl $0, %eax

je .L2

movzbl [%ecx), %edx

cmpb %dl, (%esi)

jmp .L4

jmp .13

После оптимизации:

addl %edx, %eax

movl %eax, %edx

movzbl [%eax) , %ecx

xorl %eax, %eax

je .L3

movzbl [%ecx), %edx

cmpb %dl, (%esi)

jmp .L4

# Способи організації трансляторів з мов програмування.

**Транслятор** — программа, которая принимает на вход программу на одном языке (он в этом случае называется *исходный язык*, а программа — *исходный код*), и преобразует её в программу, написанную на другом языке (соответственно, *целевой язык* и *объектный код*). В качестве целевого языка наиболее часто выступают машинный код, Ассемблер и байт-код, так как они наиболее удобны (с точки зрения производительности) для последующего исполнения.

Трансляторы подразделяют:

* *Многопроходной*. Формирует объектный модуль за несколько просмотров исходной программы.
* *Однопроходной*. Формирует объектный модуль за один последовательный просмотр исходной программы.
* *Обратный*. То же, что детранслятор,
* *Оптимизирующий*. Выполняет оптимизацию кода в создаваемом объектном модуле.
* *Синтаксически-ориентированный (синтаксически-управляемый)*. Получает на вход описание синтаксиса и семантики языка и текст на описанном языке, который и транслируется в соответствии с заданным описанием.

**Компилятор** – транслятор, который преобразует программы в машинный язык, принимаемый и исполняемый непосредственно процессором.

Процесс компиляции как правило состоит из нескольких этапов (ЛА, СА, Сем.О., оптимиз., ген.кодов).

+: программа компилируется один раз и при каждом выполнении не требуется доп. преобразований.

-: отдельный этап компиляции замедляет написание и отладку

**Интерпретатор** программно моделирует машину, цикл выборки-исполнения которой работает с командами на языках высокого уровня, а не с машинными командами

* **Чистая интерпретация – создание вирт.машины, реализующей язык**

+: отсутствие промежут. действий для трансл. упрощает реализацию интерпр. и делает его удобнее

- ин-тор должен быть на машине, где должна исполняться программа.

**Смешанная реализация –** интерпретатор перед исполнением программы транслирует её на промежуточный язык (например, в байт-код или p-код), более удобный для интерпретации (то есть речь идёт об интерпретаторе со встроенным транслятором).

# Типи ОС та їх режими

Операционные системы можно классифицировать на основании многих признаков. Наиболее распространенные способы их классификации далее.

**Разновидности ОС:**

*по целевому устройству*:

1. Для мейн-фреймов
2. Для ПК
3. Для мобильных устройств

*по количеству одновременно выполняемых задач:*

1. Однозначные
2. Многозадачные

*по типу интерфейса:*

1. С текстовым интерфейсом
2. С графическим интерфейсом

*по количеству одновременно обрабатываемых разрядов данных:*

1. 16-разрядные
2. 32-разрядные
3. 64-разрядные

**До основних функцій ОС відносять:**

1. управління процесором шляхом передачі управління програмам.
2. обробка переривань, синхронізація доступу до ресурсів.
3. Управління пам’яттю
4. Управління пристроями вводу-виводу
5. Управління ініціалізацією програм, між програмні зв’язки
6. Управління даними на довготривалих носіях шляхом підтримання файлової системи.

**До функцій програм початкового завантаження відносять**:

1. первинне тестування обладнання необхідного для ОС
2. запуск базових системних задач
3. завантаження потрібних драйверів зовнішніх пристроїв, включаючи обробники переривань.

В результаті завантаження ядра та драйверів ОС стає готовою до виконання задач визначених програмами у формі виконанні файлів та відповідних вхідних та вихідних файлів програми. При виконанні задач ОС забезпечує інтерфейс між прикладними програмами та системними програмами введення-виведення. Програмою найнижчого рівня в багатозадачних системах є так звані обробники переривань, робота яких ініціалізується сигналами апаратних переривань.

**Режим супервизора** — привилегированный режим работы процессора, как правило используемый для выполнения ядра операционной системы. В данном режиме работы процессора доступны привилегированные операции, как то операции ввода-вывода к периферийным устройствам, изменение параметров защиты памяти, настроек виртуальной памяти, системных параметров и прочих параметров конфигурации

**Реальный режим** (или режим реальных адресов) — это название было дано прежнему способу *адресации памяти* после появления процессора 80286, поддерживающего защищённый режим.

В реальном режиме при вычислении линейного адреса, по которому процессор собирается читать содержимое памяти или писать в неё, сегментная часть адреса умножается на 16 (или, что то же самое, сдвигается влево на 4 бита) и суммируется со смещением. Таким образом, адреса 0400h:0001h и 0000h:4001h ссылаются на один и тот же физический адрес, так как 400h×16+1 = 0×16+4001h.

Такой способ вычисления физического адреса позволяет адресовать 1 Мб + 64 Кб − 16 байт памяти (диапазон адресов 0000h…10FFEFh). Однако в процессорах 8086/8088 всего 20 адресных линий, поэтому реально доступен только 1 мегабайт (диапазон адресов 0000h…FFFFFh).

В реальном режиме процессоры работали только в DOS. Адресовать в реальном режиме дополнительную память за пределами 1 Мб нельзя. Совместимость 16-битных программ, введя ещё один специальный режим — режим виртуальных адресов V86. При этом программы получают возможность использовать прежний способ вычисления линейного адреса, в то время как процессор находится в защищённом режиме.

**Защищённый режим** Разработан Digital Equipment (DEC), Intel. Данный режим позволил создать многозадачные операционные системы — Microsoft Windows, UNIX и другие.

Основная мысль сводится к формированию таблиц описания памяти, которые определяют состояние её отдельных сегментов/страниц и т. п. При нехватке памяти операционная система может выгрузить часть данных из оперативной памяти на диск, а в таблицу описаний внести указание на отсутствие этих данных в памяти. При попытке обращения к отсутствующим данным процессор сформирует исключение (разновидность прерывания) и отдаст управление операционной системе, которая вернёт данные в память, а затем вернёт управление программе. Таким образом для программ процесс подкачки данных с дисков происходит незаметно.

С появлением 32-разрядных процессоров 80386 фирмы Intel процессоры могут работать в трех режимах: реальном, защищённом и виртуального процессора 8086. В защищённом режиме используются полные возможности 32-разрядного процессора — обеспечивается непосредственный доступ к 4 Гбайт физического адресного пространства и многозадачный режим с параллельным выполнением нескольких программ (процессов).

# Типові складові ОС

ОС – базовый комплекс компьютерных программ, обеспечивающий интерфейс с пользователем, управление аппаратными средствами компьютера, работу с файлами, ввод и вывод данных, а также выполнение прикладных программ и утилит.

В составе ОС различают три группы компонентов:

* ядро, содержащее планировщик; драйверы устройств, непосредственно управляющие оборудованием; сетевую подсистему, файловую систему;
* базовая системы ввода-вывода,
* системные библиотеки
* оболочка с утилитами.

**Ядро** — центральная часть (ОС), выполняющеяся при максимальном уровне привилегий, обеспечивающая приложениям координированный доступ к ресурсам компьютера, таким как процессорное время, память и внешнее аппаратное обеспечение. Также обычно ядро предоставляет сервисы файловой системы и сетевых протоколов, процедуры, выполняющие манипуляции с основными ресурсами системы и уровнями привилегий процессов, а также критичные процедуры.

Базовая система ввода-вывода (**BIOS**) — набор программных средств, обеспечивающих взаимодействие ОС и приложений с аппаратными средствами. Обычно BIOS представляет набор компонент — драйверов. Также в BIOS входит уровень аппаратных абстракций, минимальный набор аппартно-зависимых процедур ввода-вывода, необходимый для запуска и функционирования ОС. Драйвер – с операционными системами поставляются драйверы для ключевых компонентов аппаратного обеспечения, без которых система не сможет работать.

**Командный интерпретатор** — необязательная, но существующая в подавляющем большинстве ОС часть, обеспечивающая управление системой посредством ввода текстовых команд (с клавиатуры, через порт или сеть). Операционные системы, не предназначенные для интерактивной работы часто его не имеют. Также его могут не иметь некоторые ОС для рабочих станций

**Файловая система** — регламент, определяющий способ организации, хранения и именования данных на носителях информации. Она определяет формат физического хранения информации, которую принято группировать в виде файлов. Конкретная файловая система определяет размер имени файла (папки), максимальный возможный размер файла и раздела, набор атрибутов файла.

**Библиотеки** **системных** **функций** позволяющие многократное применение различными программными приложениями

**Интерфейс** **пользователя** – совокупность средств, при помощи которых пользователь общается с различными устройствами.

* Интерфейс командной строки: инструкции компьютеру даются путём ввода с клавиатуры текстовых строк (команд).
* Графический интерфейс пользователя: программные функции представляются графическими элементами экрана.

# Особливості визначення пріоритетів задач.

Приоритеты дают возможность индивидуально выделять каждую задачу по важности.

Сервис **планировщик задач** — программа, которая запускает другие программы в зависимости от различных критериев, как например:

* наступление определенного времени
* операционная система переходит в определенное состояние (бездействие, спящий режим и тд)
* поступил административный запрос через пользовательский интерфейс или через инструменты удаленного администрирования.

**Стратегия планирования**определяет, какие процессы мы планируем на выполнение для того, чтобы достичь поставленной цели. Стратегии:

* по возможности заканчивать вычисления (вычислительные процессы) в том же самом порядке, в котором они были начаты;
* отдавать предпочтение более коротким процессам;
* предоставлять всем пользователям (процессам пользователей) одинаковые услуги, в том числе и одинаковое время ожидания.

Известно большое количество правил (дисциплин диспетчеризации), в соответствии с которыми формируется список (очередь) готовых к выполнению задач, различают два больших класса дисциплин обслуживания — *бесприоритетные и приоритетные.* При *бесприоритетном* обслуживании выбор задачи производятся в некотором заранее установленном порядке без учета их относительной важности и времени обслуживания. При реализации *приоритетных* дисциплин обслуживания отдельным задачам предоставляется преимущественное право попасть в состояние исполнения. Приоритетные:

* с фиксированным приоритетом (с относительным пр, с абсолютным пр, адаптивное обслуживание, пр. зависит от t ожидания)
* с динамическим приоритетом (пр. зависит от t ожидания, пр. зависит от t обслуживания)

Одна из проблем, которая возникает при выборе подходящей дисциплины обслуживания, — это **гарантия обслуживания.** Дело в том, что при некоторых дисциплинах, например при использовании дисциплины абсолютных приоритетов, низкоприоритетные процессы оказываются обделенными многими ресурсами и, прежде всего, процессорным временем, могут быть не выполнены.

Как реализован механизм динамических приоритетов в **ОС UNIX.**

Каждый процесс имеет два атрибута приоритета, с учетом которого и распределяется между исполняющимися задачами процессорное время: *текущий приоритет,* на основании которого происходит планирование, и заказанный *относительный приоритет.*

* Текущий приоритет процесса – в диапазоне от 0 (низкий приоритет) до 127 (наивысший приоритет).
* Для режима задачи приоритет меняется в диапазоне 0-65, для режима ядра — 66-95 (системный диапазон).
* Процессы, приоритеты которых лежат в диапазоне 96-127, являются процессами с фиксированным приоритетом, не изменяемым операционной системой.
* Процессу, ожидающему недоступного в данный момент ресурса, система определяет значение *приоритета сна,* выбираемое ядром из диапазона системных приоритетов и связанное с событием, вызвавшее это состояние.

# Стан виконання задачі

При використанні синхронізації примітивів програми обробки переривань звертаються до функції зміни стану примітиву, щоб далі звернутися до супервізора і змінити стан виконуваної задачі. В більшості ОС розрізняють 4 стани програми:
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* готова – має всі ресурси для виконання, але чекає звільнення процесора
* очікує дані
* призупинена – тимчасово-вилучена з процесу виконання

Задача супервізора полягає у виборі найбільш пріоритетного з числа готових і переведення його в стан готового. Переходи на задачі супервізора можна виконати командами JMP або CALL.

# Стан задачі в реальному режимі

Команда INT в реальном у режимі виконується як звертання до підпрограми обробника переривань, адреса якой записана в 1 КБ пам’яті як чотири адреси входи в програму переривань, ця адреса складається з сегментів адреси та зміну в середині сегмента. В стеці переривань задачі запам’ятовують адресу повернення, а перед цим в стеку запам’ятовується вміст регістру прапорців.

Для виходу використовується команда RET, яка відновлює адресу команди переривання задачі та стан регістру прапорців.

Для уникнення постійних зчитувань регістру стану для перевірки готовності пристрою на головних платах встановлюються Блоки Програмних Переривань, на входи яких подаються сигнали готовності пристроїв. БПП програмуються при завантаженні ОС і BIOS через порти 20/21 H, 0A0/0A1 H : встановлюються пріорітетні пристрої – вони маркуються «1» у регістрі масок. Коли БПП готовий і працює, він передає сигнали до процесора, який обробляє їх тільки якщо був активний прапорець IF ( = 1). Це досягається командою STI. Але перехід на обробку в реальному режимі виконується через таблицю адрес обробників, яка знаходиться в першому кілобайті пам’яті і команда записується в ній у вигляді 4 байт адреси входу в програму-переривання ( сегмент адреси + зміщення ). Схема обробки переривання наступна:

* Закінчується команда, що виконувалась в процесорі
* Процесор підтверджує переривання
* Блок програмного переривання формує сигнал блоку пріоритетних переривань, тобто видає номер вектора переривань
* INT

Для того, чтобы вернуть процессор 80286 из защищённого режима в реальный, необходимо выполнить аппаратный сброс (отключение) процессора.

PROC \_real\_mode NEAR

; Сброс процессора

cli

mov [real\_sp], sp

mov al, SHUT\_DOWN

out STATUS\_PORT, al

rmode\_wait:

hlt

jmp rmode\_wait

LABEL shutdown\_return FAR

; Вернулись в реальный режим

mov ax, DGROUP

mov ds, ax

assume ds:DGROUP

mov ss,[real\_ss]

mov sp,[real\_sp]

; Размаскируем все прерывания

in al, INT\_MASK\_PORT

and al, 0

out INT\_MASK\_PORT, al

call disable\_a20

mov ax, DGROUP

mov ds, ax

mov ss, ax

mov es, ax

mov ax,000dh

out CMOS\_PORT,al

sti

ret

ENDP \_real\_mode

# Стан задачі в захищеному режимі

* сохраняются все регистры задачи
* каталог таблиц страниц процесса

Робота програм для обробки преривань в захищенному режимі

В цьому режимі звичайно в таблицю дискретних преривань заносимо дискретний шлюз преривань, в якому зберігається адреса слова сегмента стану задачі TSS для задачі обробки преривань. В ОС може бути одна чи декілька сегментів задач. При переключені задачі управління передач за новим сегментом стану задачі запамьятовується адреса переваної задачі. В цьому випадку новий сегмент TSS буде повьязан з іншим адресним простором і буде включати в себе новий стек для нової задачі. Регітри переривань програми запамьятовуються в старому TSS і таким чинов в обробчику переривань в захисному режимі нема необхідності зберігати регістри перивань задачі. При виконанні команди IRET наприкінці обробки переривань відбувається перехід до перерваної задачі з відновленого старого TSS.

Перед тем, как переключить процессор в защищённый режим, надо выполнить некоторые подготовительные действия, а именно:

* Подготовить в оперативной памяти глобальную таблицу дескрипторов GDT. В этой таблице должны быть созданы дескрипторы для всех сегментов, которые будут нужны программе сразу после того, как она переключится в защищённый режим.
* Для обеспечения возможности возврата из защищённого режима в реальный необходимо записать адрес возврата в реальный режим в область данных BIOS по адресу 0040h:0067h, а также записать в CMOS-память в ячейку 0Fh код 5. Этот код обеспечит после выполнения сброса процессора передачу управления по адресу, подготовленному нами в области данных BIOS по адресу 0040h:0067h.
* Запретить все маскируемые и немаскируемые прерывания.
* Открыть адресную линию A20.
* Запомнить в оперативной памяти содержимое сегментных регистров, которые необходимо сохранить для возврата в реальный режим, в частности, указатель стека реального режима.
* Загрузить регистр GDTR.

Для переключения процессора из реального режима в защищённый можно использовать, например, такую последовательность команд:

mov ax, cr0

or ax, 1

mov cr0, ax

Обеспечение возможности возврата в реальный режим:

push ds ; готовим адрес возврата

mov ax,40h ; из защищённого режима

mov ds,ax

mov [WORD 67h],OFFSET shutdown\_return

mov [WORD 69h],cs

pop ds

Запрет прерываний*:*

сli

in al, INT\_MASK\_PORT

and al, 0ffh

out INT\_MASK\_PORT, al

mov al,8f

out CMOS\_PORT,al

# 

# Механізми переключення задач

**Реал. режим:** При використанні синхронізації примітивів програми обробки переривань звертаються до функції зміни стану примітиву, щоб далі звернутися до супервізора і змінити стан виконуваної задачі. В ОС розрізняють 4 стани програми:

* активна
* готова – має всі ресурси для виконання, але чекає звільнення процесора
* очікує дані
* призупинена – тимчасово-вилучена з процесу виконання

Задача супервізора полягає у виборі найбільш пріоритетного з числа готових і переведення його в стан готового. Переходи на задачі супервізора можна виконати командами JMP або CALL.

**Защ.режим:** Переключение задач осуществляется или программно (командами CALL или JMP), или по прерываниям (например, от таймера). Тип дескриптора может быть таким, который инициирует выполнение новой задачи после сохранение состояния текущей. Имеется 2 кода типов, определяющих дескрипторы сегментов состояния задачи (TSS) и шлюза задачи. Когда управление передается любому из дескрипторов этих типов, происходит переключение задачи. При переходе к выполнению процедуры, процессор запоминает (в стеке) лишь точку возврата (CS:IP).

Поддержка многозадачности обеспечивается:

· Сегмент состояния задачи (TSS).

· Дескриптор сегмента состояния задачи.

· Регистр задачи (TR).

· Дескриптор шлюза задачи.

**Переключение по прерываниям.**

Может происходить как по аппаратным, так и программным прерываниям и исключениям. Для этого соответствующий элемент в IDT должен являться *дескриптором шлюза задачи*. *Шлюз задачи* содержит селектор, указывающий на дескриптор TSS.

Как и при обращении к любому другому дескриптору, при обращении к шлюзу проверяется условие *CPL* < *DPL.*

**Программное переключение**

Переключение задач выполняется по инструкции межсегментного перехода *(JMP)* или вызова *(CALL).* Для того чтобы произошло переключение задачи, команда *JMP* или *CALL* может передать управление либо дескриптору TSS, либо шлюзу задачи.

JMP dword ptr adr\_sel\_TSS(/adr\_task\_gate)

CALL dword ptr adr\_sel\_TSS(/adr\_task\_gate)

Операция переключения задач  сохраняет состояние процессора (в TSS текущей задачи), и связь с предыдущей задачей (в TSS новой задачи), загружает состояние новой задачи и начинает ее выполнение. Задача, вызываемая по JMP, должна заканчиваться командой обратного перехода. В случае CALL - возврат должен происходить по команде IRET.

Переключение задачи состоит из действий выполняемых одной из команд JMPPAR, CALLTAR или RET при NT=1:

1. проверка, разрешено ли уходящей задачи переключиться на новую
2. проверка дескриптор TSS приходящей задачи отмечен как присутствующий и имеет правильный предел (не меньше 67Н)
3. сокращение состояния уходящей задачи
4. загрузка в регистр ТR селектора TSS входящей задачи
5. загрузка состояния входящей задачи из ее сегмента TSS и продолжения выполнения.

При переключении задачи всегда сохраняется состояние уходящей задачи.

# Організація роботи планувальника задач і процесів. Супервізори

Планирование выполнения задач является одной из ключевых концепций в многозадачности и многопроцессорности как в операционных системах общего назначения, так и в операционных системах реального времени. Планирование заключается в назначении приоритетов процессам в очереди с приоритетами. Программный код, выполняющий эту задачу, называется **планировщиком.**

Самой важной целью планирования задач является наиболее полная загрузка процессора. Производительность — количество процессов, которые завершают выполнение за единицу времени. Время ожидания — время, которое процесс ожидает в очереди готовности. Время отклика — время, которое проходит от начала запроса до первого ответа на запрос.

*Стратегия планирования* определяет, какие процессы мы планируем на выполнение для того, чтобы достичь поставленной цели. Стратегии:

* по возможности заканчивать вычисления (вычислительные процессы) в том же самом порядке, в котором они были начаты;
* отдавать предпочтение более коротким процессам;
* предоставлять всем пользователям (процессам пользователей) одинаковые услуги, в том числе и одинаковое время ожидания.

Известно большое количество правил (дисциплин диспетчеризации), в соответствии с которыми формируется список (очередь) готовых к выполнению задач, различают два больших класса дисциплин обслуживания — *бесприоритетные и приоритетные.*

* При *бесприоритетном* обслуживании выбор задачи производятся в некотором заранее установленном порядке без учета их относительной важности и времени обслуживания.

При реализации *приоритетных* дисциплин обслуживания отдельным задачам предоставляется преимущественное право попасть в состояние исполнения. Приоритетные:

* с фиксированным приоритетом (с относительным пр, с абсолютным пр, адаптивное обслуживание, пр. зависит от t ожидания)
* с динамическим приоритетом (пр. зависит от t ожидания, пр. зависит от t обслуживания)

**Супервизор ОС** – центральный управляющий модуль ОС, который может состоять из нескольких модулей например супервизор ввода/вывода, супервизор прерываний, супервизор программ, диспетчер задач и т. п. Задача посредством специальных вызовов команд или директив сообщает о своем требовании супервизору ОС, при этом указывается вид ресурса и если надо его объем. Директива обращения к ОС передает ей управление, переводя процессор в привилегированный режим работы (если такой существует).

Не все ОС имеют 2 режима работы. Режимы работы бывают привилегированными (режим супервизора), пользовательскими, режим эмуляции.

# Способи організації переключення задач

При використанні синхронізації примітивів програми обробки переривань звертаються до функції зміни стану примітиву, щоб далі звернутися до супервізора і змінити стан виконуваної задачі. В більшості ОС розрізняють 4 стани програми:

* активна
* готова – має всі ресурси для виконання, але чекає звільнення процесора
* очікує дані
* призупинена – тимчасово-вилучена з процесу виконання

Задача супервізора полягає у виборі найбільш пріоритетного з числа готових і переведення його в стан готового. Переходи на задачі супервізора можна виконати командами JMP або CALL.

Для перехода в защищенный режим можно воспользоваться средствами того же BIOS и протокола DPHI, предварительно подготовив таблицы и базовую конфигурацию задач защищенного режима. Для организации переключения задач применен метод логических машин управления. Основу его аппаратно-программной реализации в процессорах ix86 составляем команды IMBCALL и IRET, бит NT регистра флагов, а также прерывания.

Для перехода от задачи к задаче при управлении мультизадачностью используются команды межсегментной передачи управления – переходы и вызовы. Задача также может активизироваться прерыванием. При реализации одной из этих форм управления назначение определяется элементом в одной из дескрипторных таблиц.

Тип дескриптора может быть таким, который инициирует выполнение новой задачи после сохранение состояния текущей. Имеется 2 кода типов, определяющих дескрипторы сегментов состояния задачи (TSS) и шлюза задачи. Когда управление передается любому из дескрипторов этих типов, происходит переключение задачи.

Дескрипторы шлюзов хранят только заполненные байты прав доступа и селектор соответствующего обьекта в глобальной таблице дескрипторов, помещенный на место 2-х младших байтов базового адреса. При каждом переключении задачи процессор может перейти с другой локальной дескрипторной таблицы, что позволяет назначить каждой задаче свое отображение логических адресов на физические.

Переключение задачи состоит из действий выполняемых одной из команд JMPPAR, CALLTAR или RET при NT=1:

1. проверка, разрешено ли уходящей задачи переключиться на новую
2. проверка файла, что дескриптор TSS приходящей задачи отмечен как присутствующий и имеет правильный предел (не меньше 67Н)
3. сокращение состояния уходящей задачи
4. загрузка в регистр ТR селектора TSS входящей задачи
5. загрузка состояния входящей задачи из ее сегмента TSS и продолжения выполнения.

При переключении задачи всегда сохраняется состояние уходящей задачи.

# 

# Організація захисту пам’яті в ОС

Защита памяти делится на защиту при управлении памятью и защиту по привилегиям.

1. Средства **защиты при управлении памятью** осуществляют проверку превышения эффективным адресом длины сегмента, прав доступа к сегменту на запись или только на чтение, функционального назначения сегмента.

Основна проблема роботи з пам’яттю як правило була обмеженість обсягів ОП. Для того щоб одержати можливість виконувати задачі здатні обробляти великі обсяги даних стали використовувати так звану віртуальну пам’ять, адресний простір якої відповідав потребам задачі, а фізична реалізація використовувала наявний обсяг вільної ОП та зберігав дані для яких не вистачало ОП на дискових носіях.

Для ефективної організації ОП використовували сегментний та сторінковий підходи. При сегментному підході виділявся спец. сегмент обміну даних, який розміщувався на диску і встановлювалась відповідність блоків сегментів обміну сегментам віртуальної пам’яті. Сегментна організація була характерна для Windows 3.х.

В подальших версіях Windows і більшості інших ОС використовується так звана сторінкова організація віртуальної пам’яті, для якої будується таблиця сторінок пам’яті для кожної із задач. Сторінки мають 4Кб і адресуються 12 бітами, номери сторінок використовують 20 додаткових бітів. В таблиці сторінок для кожної сторінки фіксується фізична адреса.

2**. Защита по привилегиям** фиксирует более тонкие ошибки, связанные, в основном, с разграничением прав доступа к той или иной информации.

Различным объектам, которые должны быть распознаны процессором, присваивается идентификатор, называемый уровнем привилегий. Процессор постоянно контролирует, имеет ли текущая программа достаточные привилегии, чтобы

* выполнять некоторые команды,
* выполнять команды ввода-вывода на том или ином внешнем устройстве,
* обращаться к данным других программ,
* вызывать другие программы.

На аппаратном уровне в процессоре различаются 4 уровня привилегий. Наиболее привилегированными являются программы на уровне 0.![](data:image/png;base64,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)

уровень 0 - ядро ОС, обеспечивающее инициализацию работы, управление доступом к памяти, защиту и ряд других жизненно важных функций, нарушение которых полностью выводит из строя процессор;

уровень 1 - основная часть программ ОС (утилиты);

уровень 2 - служебные программы ОС (драйверы, СУБД, специализированные подсистемы программирования и др.);

уровень 3 - прикладные программы пользователя.

ОС UNIX работает с двумя кольцами защиты: супервизор (уровень 0) и пользователь (уровни 1,2,3).

OS/2 поддерживает три уровня: код ОС работает в кольце 0, специальные процедуры для обращения к устройствам ввода-вывода действуют в кольце 1, а прикладные программы выполняются в кольце 3.

# Підходи для реалізації систем В/В

Основная идея организации программного обеспечения ввода-вывода состоит в разбиении его на несколько уровней, причем нижние уровни обеспечивают экранирование особенностей аппаратуры от верхних, а те, в свою очередь, обеспечивают удобный интерфейс для пользователей.

Вид программы не должен зависеть от того, читает ли она данные с гибкого диска или с жесткого диска. Другим важным вопросом для программного обеспечения ввода-вывода является обработка ошибок. Еще один ключевой вопрос - это использование блокирующих (синхронных) и неблокирующих (асинхронных) передач. Большинство операций физического ввода-вывода выполняется асинхронно - процессор начинает передачу и переходит на другую работу, пока не наступает прерывание. Последняя проблема состоит в том, что одни устройства являются разделяемыми, а другие - выделенными. (диски vs принтеры)

Для решения поставленных проблем целесообразно разделить программное обеспечение ввода-вывода на четыре слоя

* Обработка прерываний,
* Драйверы устройств,
* Независимый от устройств слой операционной системы,
* Пользовательский слой программного обеспечения.

Побудова драйверів введення-виведення в реальному режимі

На верхньому рівні зв’язків прикладних програм з ОС використовують інтерфейсні програми, які звертаються до системних програм з запитами про введення-виведення. На нижньому рівні взаємодії з пристроями вводять драйвери, які відповідають за введення-виведення одного фізичного запису. Фізичні записи в свою чергу визначаються технологією обміну – на диск / на дисплей тощо. Тому постає задача перетворення фізичних записів на логічні і навпаки, що дасть можливість виконувати паралельний обмін між зовнішніми пристроями. Побудова драйверів спирається на відносно прості механізми, бо в ОС реального режиму непередбачено суворого розділення пам’яті між задачами. Драйвер повинен включати в себе такі блоки:

* Видача команди на підготовку до роботи зовнішнього пристрою
* Видача сигналів на порти управління командою OUT через будь-яку програмі
* Очікування готовності роботи зовнішнього пристрою
* Реалізується читанням слова стану пристрою і перевіркою в ньому біта готовності.
* Виконання операції обміну
* Видача команд призупинення роботи пристрою
* Формування фізичного запису введеної інформації для передачі задачі-споживачу
* Вихід

Приклад реалізації драйверу однобайтного каналу обміну даними:

Kanal PROC

MOV AL, DeviceOn ; загружаємо код ввімкнення пристрою

OUT ComPort, AL ; пересилання у порт управління коду ввімкнення

L: IN AL, StatPort ; завантаження регістру стану

TEST AL, ErMask ; перевірка аварійного стану

JNZ GoError ; перехід на обробник помилки

TEST AL,ReadyIN ; перевірка готовності даних для введення

JZ L ; нова ітерація опросу готовності пристрою

IN AL, DestPort ; введення даних

PUSH AX

MOV AL, DeviceOff ; загружаємо код вимкнення пристрою

OUT ComPort, AL ; пересилання у порт управління коду вимкнення

POP AX

RET

Kanal ENDP

Побудова драйверів введення-виведення в захищеному режимі

Вимоги до драйверів такі ж як і в реальному режимі ( питання 42 ), однак є декілька уточнень і поправок. А саме :

Команди підготовки пристрою видаються тільки програмами, запущеними на 0 кільці захисту

# 

# Способи організації драйверів (код см. №64)

Операционная система управляет некоторым «виртуальным устройством», которое понимает стандартный набор команд. Драйвер переводит эти команды в команды, которые понимает непосредственно устройство. Эта идеология называется «абстрагирование от аппаратного обеспечения».

Драйвер состоит из нескольких функций, которые обрабатывают определенные события операционной системы. Обычно это 7 основных событий:

* загрузка драйвера – др. регистрируется в системе, производит первичную инициализацию и т. п.;
* выгрузка – освобождает захваченные ресурсы — память, файлы, устройства и т. п.;
* открытие драйвера – начало основной работы. Обычно драйвер открывается программой как файл, функциями CreateFile() в Win32 или fopen() в UNIX-подобных системах;
* чтение;
* запись – программа читает или записывает данные из/в устройство, обслуживаемое драйвером;
* закрытие – операция, обратная открытию, освобождает занятые при открытии ресурсы и уничтожает дескриптор файла;
* управление вводом-выводом – драйвер поддерживает интерфейс ввода-вывода, специфичный для данного устройства.

Найпростіший драйвер включає в свою структуру наступні блоки:

1. Видача команди на підготовку до роботи зовнішнього пристрою.

2. Очікування готовності зовнішнього пристрою для виконання операцій.

3. Виконання власне операцій обміну.

4. Видача команд призупинки роботи пристрою.

5. Вихід з драйверу.

В простих системах підготовка пристрою до роботи виконується звичайно видачею відповідних сигналів на порти управління командами OUT. В реальному режимі ці команди можуть бути використані в будь-якій задачі, а в захищеному лише на так званому нульовому рівні захисту. Очікування готовності зовнішнішнього пристрою в найпростіших драйверах організовано шляхом зчитування біту стану зовнішнього пристрою з наступним переведенням відповідного біту готовності. Для того, щоб уникнути такого бігання по циклу, в подальших серіях драйверів стали використовувати систему апаратних переривань.

**Драйвери Windows.**

Звичайно драйвери розділяють на статичну та динамічну складові. Статична складова або ініціалізація драйвера готує драйвер до роботи, виконуючи відкриття файлів ті настроюючи динамічну частину драйвера, або переривання. Динамічна частина драйвера являє собою фактично обробник переривань, обробник переривань захищеного режиму може бути побудований як прилевійований обробник переривань в нульовому кінці запису, а може бути побудований в режимі задачі. Обробник переривань драйверів будуються як служби або сервіси ОС, які розглядаються як спеціальний обьєкт, що мають бути зареєстровані.

# Роль переривань в побудові драйверів

В программе прерываний выполняется вся фактическая работа драйвера, поэтому она является наиболее сложной его частью. При вызове этой программы исследуется командный байт (третий байт) ранее сохраненного заголовка запроса и в зависимости от его значения выполняются те или иные действия. Программа прерываний обычно использует командный байт в качестве индекса для некоторой управляющей таблицы, вызывая, таким образом, нужную процедуру для каждой команды. Заголовок запроса содержит всю необходимую информацию для корректной обработки каждой команды и сообщает вызывающей о состоянии запроса после завершения соответствующей процедуры. Слово, хранящее состояние после возврата, разбито на несколько полей. Оно содержит бит ошибки, указывающий на то, что в оставшейся части содержится специфический код ошибки, бит выполнения, сигнализирующий о том, что требуемая операция была завершена, и бит занятости,призванный в первую очередь сигнализировать о текущем состоянии устройства. Обязательно должны присутствовать три раздела драйвера – **заголовок, программа стратегии и программа.**

|  |
| --- |
| Заголовок драйвера |
| Область данных драйвера |
| Программа СТРАТЕГИЙ |
| Вход в программу ПРЕРЫВАНИЙ |
| Обработчик команд |
| Программа обработки прерываний |
| Процедура инициализации |

Процедура обслуживания прерывания (interrupt service routine — ISR) обычно выполняется в ответ на получение прерывания от аппаратного устройства и может вытеснять любой код с более низким приоритетом. Процедура обслуживания прерывания должна использовать минимальное количество операций, чтобы центральный процессор имел свободные ресурсы для обслуживания других прерываний.

Программа прерыв. это не тоже самое, что программа обработки прерываний, которая может присутствовать в качестве необязательной части работающего по прерываниям драйвера. На самом деле, программа прерыв. - это точка входа в драйвер для обработки получаемых команд.

DRIVER SEGMENT PARA

ASSUME CS:DRIVER,DS:NOTHING,ES:NOTHING

ORG 0

START EQU $ ; Начало драйвера

;\*\*\*\*\*\*\* ЗАГОЛОВОК ДРАЙВЕРА

dw -1,-1 ; Указатель на следующий драйвер

dw ATTRIBUTE ; Слово атрибутов

dw offset STRATEGY ; Тчк входа в прог.STRATEGY

dw offset INTERRUPT ;Тчк входа в прог.INTERRUPT

db 8 dup (?) ; Кол-во устройств/поле имени

;\*\*\*\*\*\*\* РЕЗИДЕНТНАЯ ЧАСТЬ ДРАЙВЕРА

req\_ptr dd ? ; Указатель на заголовок запроса

;\*\*\*\*\*\*\* ПРОГРАММА СТРАТЕГИИ

; Сохр. адрес заг. запр. для прог.СТРАТЕГИЙ

; в REQ\_PTR.

; На входе адрес заг.запр. находится в рег. ES:BX.

STRATEGY PROC FAR

mov cs:word ptr [req\_ptr],bx

mov cs:word ptr [req\_ptr + 2],bx

ret

STRATEGY ENDP

;\*\*\*\*\*\*\* ПРОГРАММА ПРЕРЫВАНИЙ

; Обработать команду, находящуюся в заг. запр. Адрес заг. запр. содержится в REQ\_PTR в форме

; СМЕЩЕНИЕ:СЕГМЕНТ.

INTERRUPT PROC FAR

pusha ; Сохранить все регистры

lds bx,cs:[req\_ptr] ; Получить адрес заг. запр.

…

INTERRUPT ENDP

…

DRIVER ENDS

END

# Программно-аппаратные взаимодействия при обработке прерываний в машинах IBM PC.

**В реальном режиме** имеются программные и аппаратные прерывания. Прогр.Прер. инициируются командой INT, Апп.Прер. - внешними событиями, по отношению к выполняемой программе. Кроме того, некоторые прерывания зарезервированы для использования самим процессором - прерывания по ошибке деления, прерывания для пошаговой работы.

Для обработки прерываний в реальном режиме процессор использует **Таблицу Векторов Прерываний.** Эта таблица располагается в самом начале оперативной памяти, т.е. её физический адрес - 00000. Состоит из 256 элементов по 4 байта, т.е. её размер составляет 1 килобайт. Элементы таблицы - дальние указатели на процедуры обработки прерываний. Указатели состоят из 16-битового сегментного адреса процедуры обработки прерывания и 16-битового смещения. Причём смещение хранится по младшему адресу, а сегментный адрес - по старшему.

Когда происходит ПП или АП, содержимое регистров CS, IP а также регистра флагов FLAGS записывается в стек программы (который, в свою очередь, адресуется регистровой парой SS:SP). Далее из таблицы векторов прерываний выбираются новые значения для CS и IP, при этом управление передаётся на процедуру обработки прерывания.

Перед входом в процедуру обработки прерывания принудительно сбрасываются флажки трассировки TF и разрешения прерываний IF. Поэтому если процедура прерывания сама должна быть прерываемой, то необходимо разрешить прерывания командой STI. В противном случае, до завершения процедуры обработки прерывания все прерывания будут запрещены.

Завершив обработку прерывания, процедура должна выдать команду IRET, по которой из стека будут извлечены значения для CS, IP, FLAGS и загружены в соответствующие регистры. Далее выполнение прерванной программы будет продолжено.

Что же касается аппаратных маскируемых прерываний, то в компьютере IBM AT и совместимых с ним существует всего шестнадцать таких прерываний, обозначаемых IRQ0-IRQ15. В реальном режиме для обработки прерываний IRQ0-IRQ7 используются вектора прерываний от 08h до 0Fh, а для IRQ8-IRQ15 - от 70h до 77h.

В **защищённом режиме** все прерывания разделяются на два типа - обычные прерывания и исключения (exception - исключение, особый случай). Обычное прерывание инициируется командой INT (программное прерывание) или внешним событием (аппаратное прерывание). Перед передачей управления процедуре обработки обычного прерывания флаг разрешения прерываний IF сбрасывается и прерывания запрещаются.

Исключение происходит в результате ошибки, возникающей при выполнении какой-либо команды. По своим функциям исключения соответствуют зарезервированным для процессора внутренним прерываниям реального режима. Когда процедура обработки исключения получает управление, флаг IF не изменяется.

# Особливості роботи з БПП

Блок при­ори­тет­но­го пре­ры­ва­ния (БПП), фор­ми­рую­щий по сиг­на­лам от внеш­них уст­ройств управ­ляю­щие сиг­на­лы на цен­траль­ный про­цес­сор и но­ме­ра век­то­ров пре­ры­ва­ния.

Ап­па­рат­ные пре­ры­ва­ния, ис­поль­зуе­мые для об­ра­бот­ки век­то­ра, оп­ре­де­ля­ют­ся кон­ст­рук­ци­ей ком­пь­ю­те­ра и, пре­ж­де все­го, спо­со­бом под­клю­че­ния сиг­на­лов пре­ры­ва­ния к БПП и спо­со­бом его про­грам­ми­ро­ва­ния в BIOS. Для ма­шин ти­па IBM/AT и по­сле­дую­щих BIOS ис­поль­зу­ет та­кие век­то­ры пре­ры­ва­ний внеш­них уст­ройств: 08h-0fh – прерывания IRQ0-IRQ7; 70h-77h – прерывания IRQ8-IRQ15

Ор­га­ни­за­ция об­ра­бот­ки ап­па­рат­ных пре­ры­ва­ний обес­пе­чи­ва­ет­ся про­це­ду­ра­ми – об­ра­бот­чи­ками пре­ры­ва­ний и вы­пол­няю­щи­ми са­мо­стоя­тель­ные вы­чис­ли­тель­ные про­цес­сы, ини­ции­ро­ван­ные сиг­на­ла­ми с внеш­них уст­ройств. По­сле­до­ва­тель­ность дей­ст­вий об­ра­бот­чи­ка близ­ка к по­сле­до­ва­тель­но­сти действий драйвера, но име­ет не­сколь­ко су­ще­ст­вен­ных осо­бен­но­стей:

* при вхо­де в об­ра­бот­чик пре­ры­ва­ний об­ра­бот­ка но­вых пре­ры­ва­ний обыч­но за­пре­ща­ет­ся;
* не­об­хо­ди­мо со­хра­нить со­дер­жи­мое ре­ги­ст­ров, из­ме­няе­мых в об­ра­бот­чи­ке;
* по­сколь­ку пре­ры­ва­ние мо­жет при­ос­та­но­вить лю­бую за­да­чу, то нуж­но по­за­бо­тить­ся о кор­рект­ном со­стоя­нии сег­мент­ных ре­ги­ст­ров в на­ча­ле об­ра­бот­чи­ка или в про­цес­се пе­ре­клю­че­ния за­дач;
* вы­пол­нить ба­зо­вые дей­ст­вия драй­ве­ра;
* для то­го, что­бы раз­ре­шить об­ра­бот­ку но­вых пре­ры­ва­ний че­рез этот блок не­об­хо­ди­мо вы­дать на БПП по­сле­до­ва­тель­ность ко­дов окон­ча­ния об­ра­бот­ки пре­ры­ва­ния (end of interruption) EOI;
* вы­дать син­хро­ни­зи­рую­щую ин­фор­ма­цию го­тов­ности бу­фе­ров для по­сле­дую­щих об­ме­нов со смеж­ны­ми про­цес­са­ми;
* ес­ли есть не­об­хо­ди­мость об­ра­тить­ся к дей­ст­ви­ям, которые свя­зан­ны с дру­ги­ми ап­па­рат­ны­ми пре­ры­ва­ния­ми, то это це­ле­со­об­раз­но сде­лать по­сле фор­ми­ро­ва­ния EOI, раз­ре­шив по­сле это­го об­ра­бот­ку ап­па­рат­ных пре­ры­ва­ний ко­ман­дой STI;
* пе­ред воз­вра­том к пре­рван­ной про­грам­ме нуж­но вос­ста­но­вить ре­ги­ст­ры, ис­пор­чен­ные при об­ра­бот­ке пре­ры­ва­ния.

В кон­це ко­да ка­ж­до­го из об­ра­бот­чи­ков ап­па­рат­ных пре­ры­ва­ний не­об­хо­ди­мо вклю­чать сле­дую­щие 2 строч­ки ко­да для глав­но­го БПП, ес­ли об­слу­жи­вае­мое пре­ры­ва­ние об­ра­ба­ты­ва­ет­ся глав­ным БПП:

MOV AL,20H

OUT 20H,AL; Вы­да­ча EOI на главный БПП

и еще 2 до­пол­ни­тель­ные строч­ки, ес­ли об­слу­жи­вае­мое пре­ры­ва­ние об­ра­ба­ты­ва­ет­ся вспо­мо­га­тель­ным БПП ком­пь­ю­те­ров ти­па AT и бо­лее позд­них:

MOV AL,20H

OUT 0A0H,AL ; Вы­да­ча EOI на БПП–2

# Організація драйверів в ОС за схемою «клієнт-сервер».

**Особливості відлагодження драйверів при їх реалізації за схемою клієнт/сервер.**

Драйверы достаточно сложны для отладки. Это связано прежде всего с тем, что Вы не сможете использовать такие отладчики, как CodeView. На этапе инициализаци драйвера (при выполнении команды инициализации) загрузка операционной систем! еще не завершена, и воспользоваться обычным отладчиком невозможно. Прикладка программа также не вызывает драйвер напрямую, а делает это через прерывания **D05** Отладчик CodeView не позволит Ван трассировать прерывание **2th,** даже если Вы сможете это сделать при помощи другого отладчика (например, отладчик Advance Fullscreen Debugger фирмы IBM позволяет трассировать операционную систему), Ва придется очень долго "добираться" до программы прерывания Вашего драйвер\* Малейшие ошибки в программе инициализации могут привести к невозможное! завершения загрузки операционной системы. В этом случае Вам придется загрузиться дискеты и удалить строку, описывающую драйвер из файла CONFIG.SYS, зате повторить загрузку с диска. Можно использовать специально подготовленную системну! дискету, записать на нее отлаживаемый драйвер и загрузить операционную систему дискеты. Если произойдет зависание системы, загрузите DOS с жесткого диска. Можн порекомендовать следующую методику отладки драйвера. Программа стратегии обычн очень проста и проблем не вызывает. Для отладки программы инициализации можн подготовить специальные процедуры, отображающие на экране содержимое наиболе важных переменных и областей памяти. Такие же процедуры можно использовать и дл отладки других частей драйвера. В качестве примера приведем текст процедурь выводящей на экран содержимое всех регистров процессора. После вывода программ ожидает нажатия любой клавиши. Текст этой процедуры следует поместить в ту част драйвера, которая останется резидентной, тогда Вы сможете вызывать ее не только пр инициализации, но и при выполнении других команд.